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Abstract: Technical debt (TD) happens when project teams carry out technical
decisions in favor of a short-term goal(s) in their projects, whether delib-
erately or unknowingly. TD must be properly managed to guarantee that
its negative implications do not outweigh its advantages. A lot of research
has been conducted to show that TD has evolved into a common problem
with considerable financial burden. Test technical debt is the technical debt
aspect of testing (or test debt). Test debt is a relatively new concept that has
piqued the curiosity of the software industry in recent years. In this article,
we assume that the organization selects the testing artifacts at the start of
every sprint. Implementing the latest features in consideration of expected
business value and repaying technical debt are among candidate tasks in
terms of the testing process (test cases increments). To gain the maximum
benefit for the organization in terms of software testing optimization, there
is a need to select the artifacts (i.e., test cases) with maximum feature coverage
within the available resources. The management of testing optimization for
large projects is complicated and can also be treated as a multi-objective
problem that entails a trade-off between the agile software’s short-term and
long-term value. In this article, we implement a multi-objective indicator-
based evolutionary algorithm (IBEA) for fixing such optimization issues. The
capability of the algorithm is evidenced by adding it to a real case study of a
university registration process.
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1 Introduction

In this research work, we presume a testing methodology that will assist IT companies to optimize
the test technical debt in their large agile projects [1]. In continuous maintenance and testing, to
implement new features, it is required to update the sprints continuously, fix errors, and make changes
according to user requirements. Therefore, in large-scale agile projects, it is important to prioritize new
features, technical debt, and bug testing simultaneously [1,2]. However, the technical debt items can
become the cause of prolonging the testing process and there is no proper measurement approach to
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calculate the financial cost of testing [3,4] making accountability difficult. Additionally, as mentioned
in [5,6], the test case redundancy is a complicated process, and this process requires more time to
resolve the testing problems.

This article proposes a novel technique to assist the testing optimization process when there is a
need to implement new features or to pay back the test debt. The search space for new features, test
cases, and debt items can extend into large numbers for large-size projects, In this case, a deterministic
approach would be hard to implement [7]. Consequently, we proposed an indicator based evolutionary
algorithm (IBEA) to search for the best solutions in the problem space [8]. In our work, there exist
multiple conflicting objectives (like feature maximization and testing cost minimization) that need to
be optimized. The Pareto optimality technique can help resolve or optimize the multiple objectives
problems. This technique is a good approach in terms of the regression test case selection problem
as the testers are willing to generate optimal results with different conflicting constraints [9]. It is also
helpful in the trade-off between feature coverage (maximization) and minimization of the accumulated
test debt cost [10,11].

Different researchers have proposed different techniques regarding the discovery of technical debt,
its volume, and how to treat it [12–15]. The main disadvantage of these approaches is that they do not
provide comprehensive details as to how future development can be influenced if we delay these new
features or pay back test debt. In addition, our research will explore how to generate a certain set of
solutions in terms of software testing optimization. We will also explore how to supply information
concerning adding new feature requests and test debt. One of the main concerns about software testing
is the large size of test cases. Hence, to perform the testing completely, there is a need to test all features
and components. This is why complete testing becomes difficult when there is an increase in product
variants or features [16]. Hence, tests in a large-scale system increase with the increase in the number
of developed products [17]. The major concern at this level is how to minimize the redundant tests to
reduce the testing effort. To reduce the test redundancy, the association between the developed versions
and new desired features in large-scale projects should be considered [16].

This research article has been structured as follows. The background has been discussed in
the Section II. Section III describes the implementation of the proposed approach as well as the
experimentation setup and results. Lastly, we conclude with a reference to future work in Section IV.

2 Background
2.1 Technical and Tests Debt

The test debt is accumulated when we make incorrect technical decisions, either deliberately or
unknowingly. These technical debts are generated due to poor software development practices [18]. For
large-scale agile projects, this terminology has acquired considerable importance [19,20]. In particular,
the fostering of agile approaches becomes a cause of technical debt, hence there is a need to handle
these debts skillfully [14]. Due to these technical debts, there is a need to optimize the testing artifacts
(test cases) to obtain optimal results for the software testing process in any organization. To persuade
the long-term success of software testing, the interest of technical debt needs to be paid. However, the
interest of technical debt can be unpredictable in contrast with financial debt (or testing cost debt). For
instance, the developers care less about the technical debt which exists in components as compared to
the technical debt present in a core system [20]. As we discussed earlier the test debt is unpredictable due
to technical debt. Hence there is a need to minimize the testing cost to achieve the required optimized
results [9,12]. The implementation and testing of new features add new costs to the large-scale systems
where technical debt occurs.
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2.2 Multi-Objective Optimization (MOO)

In the optimization technique, the optimal solutions are chosen from a set of alternatives with
some applicable constraints. The optimization for a single objective relies on a single criterion to find
the best optimal solution, but MOO uses two or more measures to choose the most perfect solution
in the case of multi objectives. These measurements are considered as objectives and there can exist
a conflict between these objectives. As a result, no single good solution exists; therefore, a range
of optional solutions occur with different intensities of the trade-off between the objectives [21,22].
Decision-makers are, therefore, faced with a challenge when deciding which solution to be considered
as the best one. Many MOO approaches, fortunately, can help with the process of decision-making by
using the Pareto optimal concept, which makes it easier to explore and evaluate the set of best possible
alternatives [23]. The solutions which are not dominated by other solutions in the Pareto front are
referred to as non-dominated Pareto optimal solutions. These solutions are reasonable because if an
objective is selected with the best values then other objective values can be compromised. In the Pareto
front, there is an optimal set of solutions which is the target of MOO methods [23,24]. Because for
many objectives’ optimization, the objective functions have conflicting issues while these objectives are
linked with different metrics. So, these types of problems are well managed by the Pareto dominance
approach. This approach has produced a set of acceptable good solutions. These solutions produce
estimation to form a Pareto Front, which constructs various non-dominated solutions.

In these solutions, if X solution dominates another solution Y, it means that there is at least
one objective in X having better value than correlative objective in Y, while other objectives in X
may be equal to the values of Y. The search process is initiated with a population made up of some
solutions that exist in the search space. The best trade-off solutions are generated by compromising
the objectives. The technical and test debt management can also be considered as a multi-objective
problem. It is not possible to get the optimal solution for one objective while we try to optimize more
than one objective. As a result, the Pareto optimality idea is utilized in [9,10].

2.3 Search Based Software Testing

The requisition of optimization algorithms assists in solving issues concerned with software
testing and software engineering and is known as Search-Based Software Testing (SBST) or Search-
Based Software Engineering (SBSE). On benchmark challenges, new techniques, algorithms, and
tools have been implemented and verified. Miller published first research work on Search-Based
Software Testing (SBST) [25], and this research area has matured significantly in the recent decade,
with multiple research papers and tools [26–29] aimed at enabling test case generation and test
suite quality assessment [30–33]. The purpose of search-based software testing is to improve several
criteria, such as automatically generating test cases for a software system. In different situations,
evolutionary algorithms are used in developing the best optimal software test suites. The search result is
frequently achieved by defining a fitness function that assists the searching process with the likelihood
of success [7]. The main objective of software testing is to identify the flaws in the software. An
exhaustive testing technique can be used to achieve sufficient assurance that the software system is
reliable and free of flaws. However, as software features grow, the testing complexity increases in the
form of a comprehensive testing approach, making exhaustive testing impractical. Instead, testers
employ search-based strategies that make effective use of testing techniques even for large-scale agile
projects [7].
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Fig. 1 shows the different types of test artifacts which are used in the testing process. However, in
our research the test case artifact has been selected. To optimize the software testing artifacts like test
case generation as shown in Fig. 1, different search-based techniques like genetic algorithms, simulated
annealing, and local search approaches have been utilized. Experiments are used in several techniques
to achieve the goal of an optimization procedure that relies on a set of designated problems that need
to be resolved [7]. In this article, we try to prove that the proposed SBST can help improve testing
artifacts and automate the verification and validation (V&V) of large-scale agile software to minimize
technical debt issues.

Figure 1: Types of test artifacts

2.4 Indicator-Based Evolutionary Algorithm (IBEA)

The indicator-based evolutionary algorithm (IBEA) employs a diverse set of indicators. It works
with the user’s preferences. Unlike other algorithms, there is no requirement for a diversity preservation
technique like fitness. Because the IBEA uses the fitness ranking criterion technique, it can achieve
good results [34]. The details and working flow of the IBEA algorithm can be explored in [35].
The working idea of IBEA is relying on preferences formalization for continuous generalizations in
terms of the dominance relation. Due to the arbitrary size of the population, IBEA is considered
more general and robust as well, because it uses a comparison technique for pairs of individuals [36].
There is an improvement in the quality of the generated Pareto set approximation in terms of defined
optimization goals with the usage of the IBEA technique. The work of the IBEA has been shown in
Fig. 2 and the algorithm procedure is described in detail as well.
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Figure 2: Workflow of IBEA

Algorithm 1: Stepwise Algorithm for IBEA
Input: α, N, k
1 Define initial population P of size α

2 Generation counter m to 0
3 while population P not greater than α do
4 foreach Population Individual do
5 Measure individual fitness values
6 end for each
7 Select individual x ε P (smallest fitness value)
8 Eliminate x from the P
9 Revise the fitness values for other individuals
10 if alternate stopping criterion satisfied then
11 Selection of non-dominated individuals in P
12 else
13 Fill the mating pool P′ while running binary tournament selection with the replacement

on P
14 Use crossover and mutation operators on pool P′ and sum up the generated offspring to P
15 Addition the generation counter m and start again from line 5
16 end if
17 end while

3 Proposed Approach Implementation
3.1 Problem Definition

In our research approach, we believe the technical debt in terms of testing artifacts occurs in
the form of a large number of test cases. As we discussed earlier, poor implementation can cause
technical debt which results in test debt. Let F = {f1, f2, . . . , fn}, be the set of n proposed features
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and against these n number of features we assume a certain number of test cases after implementation.
Let TC = {tc1, tc2, . . . , tcn}, be the set of test cases to test these features. The testing cost to test the
features is represented as C = {c1, c2, . . . , cn} for all n number of test cases. We presume that the
impact of technical debt items in terms of test cases on each of the new features needs to be evaluated
in this work. For example, consider the tests debt item T (i.e., test case), which is associated with testing
a component C. If test debt item T is not established, it is necessary to put in extra work to implement
other features. The following two objectives need to be optimized in our proposed work.

3.1.1 Tests Debt Cost (Minimization)

The features testing cost can be minimized with the following objective function.

J1 (t) = cost (t) , (1)

The above objective function guarantees that the feature testing cost can be minimized. The
different resources and costs are required by each feature to be tested. In this regard, each feature
is allocated a value indicative of an assessment of features testing cost. Therefore, the total cost is
presumably equivalent to the cost of testing for one module. In other words, if the cost of the feature
fi is symbolized by cost (fi), then a module C = {±f1, . . . , ±fn} possesses a cost equal to [9]:

CSK =
n∑
i

m∑
j

λ(PF(i, j)

cos t (c) =
n∑

i=1

P (i) cos t (i) , where P (i) =
{

1 if + f (i)
0 if − f (i) (2)

The +fi feature means that this feature is selected for a particular sprint while the −fi feature
means that this feature is not selected for development for the same sprint. The cost of the tests is
composed of summing up the cost of a test suite. Hence, the equation given below provides the cost of
CS = {C1, . . . , Cm}:

cos t (CS) =
m∑

i=1

cost (Ci) (3)

3.1.2 Feature Coverage (Maximization)

The population is test Suite {C1, C2, C3 . . . . . . Ck}, use count number of positive features in a
vector of Configuration Ci = {+f1, . . . ., + fn, − f1 . . . . . . , − fn}. The goal of this function is to
count features included using the MOEAs like IBEA. This objective can be defined mathematically
as:

J2=
n∑
i

(PF(i, j) > 1 (4)

where λ(PF (i, j) = 1, if, else = 0

The above mathematically define two objectives that need to be optimized in terms of testing
process optimization.
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3.2 Impact of Indicator Based Evolutionary Algorithm (IBEA) on Proposed Approach

To be able to use IBEA, the chromosome must be encoded in terms of candidate solution as shown
in Fig. 3. For chromosome representation, a bit vector is defined with a string of 0 s and 1 s values,
where every bit expresses a gene on the chromosome. Each test debt and feature item in the list has an
entry in the string that is prepared for a sprint. In the case of our problem, a single-point crossover
operator would be applicable [7]. The mutation process is carried out on chromosomes by inserting or
randomly mutating a bit. These two operators might generate a result that surpasses the feature testing
cost. As we mentioned above, with the increase in the number of features, the size of test cases also
increases. To ensure that the solution does not exceed the sprint testing cost, a feature is not chosen,
or a test case is chosen in a random manner (i.e., setting a gene to zero). As given in Eq. (3), a solution
testing cost would be the general cost allotted for a sprint.

0001 1111 0111 0011

Parents
1100 0101 0110            1001  

Crossover Parents ( P1-P2)

P1

P2

1000 1101 0110            1011 

Mutation

1000 1100 0110            1011Child (individuals)

Figure 3: Encoding of chromosome in binary representation

For an evolutionary algorithm, the crossover and mutations probabilities are provided as param-
eters to an algorithm. Each solution is evaluated by the fitness function in terms of features
(maximization) and testing cost (minimization). Both use a separate objective function J1 (testing
cost minimization) and J2 (features maximization) which are implementations of Eqs. (3) and (4),
respectively.

After the realization of the IBEA algorithm, the individuals would endure for the next generation
to be adopted in the following way. Choose an individual with the smallest fitness value, remove it
from the population and consider only those individuals (solutions) which are not dominated in the
population. Otherwise, IBEA would perform a binary tournament selection process as mentioned in
line 13 of IBEA algorithm in Section 2.4.1. Again, crossover and mutation processes would be repeated
to generate the final individuals in the population.

For the Pareto front, there would be usually a random different number of selection of individuals
(solutions) from the population. Selecting a single Pareto front isn’t adequate to generate an adequate
population as shown in Fig. 4. As mentioned above, the selection procedure is repeated until we obtain
the necessary minimum of optimal individuals (solutions). So, the general concept will be to generate
the best trade-off optimized solutions for the objectives J1 and J2 by the Pareto Front. Hence, the
optimized results will be considered in such a way that if we have to maximize the number of features
(J2) then we have to compromise the testing cost (J1) and vice versa. The ranks are based on the
principle of non-dominated sorting (Pareto dominance).
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Figure 4: General concept of pareto front

3.3 Experiments Setup and Results Analysis

We verified the applicability of our proposed approach with the student course registration project
conducted at the Computer Science Faculty of Umm Al Qura, Makkah, KSA. This project needs to
improve while adding the new features in the final product. For development, the Scrum methodology
has been adopted [37] and it was needed to be completed in different sprints. To test every feature
there was the need to assess the testing cost described earlier before starting the implementation of
the project. This information has been clearly described in the product backlog with other artifacts
information. The testing overheads that arise after a new feature addition request become the testing
debt and these debts. In terms of testing, they do not deliver any business value, Rather, they tend
to degrade the quality of the project. Hence, the request to add new features can cause overhead for
testing process because new test cases need to be designed and executed. In the perspective of quality
assurance, for better project management in such agile projects, we need to update the product backlog
by adding new test cases. Hence, we have a large number of test cases that need to be optimized or
minimized while covering the maximum number of features during the testing process. We initially
examine what features or perhaps test debt in terms of test cases need to be picked up for the last
sprint, taking into account for the best trade-off between feature coverage and test case minimization.

In the experimental setups adopted in [38,39], the initial population size is set at 200, and the
number of generations is set at 500 for the IBEA algorithm. The crossover and mutation rate values
are considered 60% and 30% respectively. The initial values (at generation 1) and the final values (at
generation 500) of both the three sub-objectives are measured against every 30 runs. The parameter
settings are specified before the execution of the experiment. The fixed parameter settings are used
to set the fact that the outcomes are consistent instead of accidental. As a result of the arbitrary
dynamics of IBEA, the algorithm is run thirty times [9,40]. As shown in Fig. 5, it is observed that
the IBEA algorithm has generated non-dominated solutions in the Pareto Front. From Fig. 5, it is
clear that a solution is considered a good one if it has optimal value concerning objective feature
coverage (maximization) and objective tests cost (minimization). For example, solution S1 has a high
value for the feature coverage. However, the tests cost value that may be acquired by selecting this
particular solution would be extremely small. IBEA is the most effective since it makes the most of the
user preferences [41].
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Figure 5: Best pareto front solutions

The reason for adopting this specific solution is to select only features that need to be implemented
in the sprint. Similarly, the S4 solution has the same reason for selection. For solutions S8 and S12 both
feature coverage (maximization) and test debt (minimization) obtained the medium level of values.
This means that in the sprint there is a need to tackle the selected features and test debt. But it is
observed from Fig. 5, it is not easy to obtain a solution that has both values optimal. In this particular
circumstance, rather than generating one solution, it is good to generate a set of solutions that are
excellent concerning both objectives. If we consider the same behavior of results then we can know
what nature of Pareto fronts would be generated for the future sprints. The results demonstrated that
the feature coverage value for solution S16 would be higher than S1 and S4 as the debt tests need to
be fixed for a future sprint. In this way, testers can stay away from supplementary exertion required
by the features. Hence, additional features can be supplied within the assigned cost.

This sort of study can assist project managers to obtain additional facts in various situations, such
as, what would happen if we concentrate more on new feature coverage, or it would be a good approach
to optimize the test debt cost or postpone the tests debt for the future sprint. More significantly, the
research’s key endowment is a real, two-dimensional multi-objective search, which uses the Indicator-
Based Evolutionary Algorithm (IBEA) to bring every researcher’s preferences in the concentration
without aggregating, and then uses Pareto dominance to include user preferences. We present novel
results discovered with IBEA and apply up to two objectives optimization, namely: maximization
of features and minimization of test case cost. IBEA’s distinctiveness is its approach to compute
dominance as a result, which takes into account the user’s choices (i.e., objectives optimization), finally
producing the results in the form of dominance. Other algorithms prioritize absolute dominance with
a diversity of solutions when ranking solutions in the objective space.

This obvious advantage of IBEA at higher dimensions of objective optimization sends an opti-
mistic message to project managers and software, test engineers. Zitzler developed the IBEA algorithm
with preferences criteria and incorporated it into a multi-objective search. IBEA, on the other hand,
uses preference criteria more frequently, taking into account more of the user’s optimization goals.
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IBEA’s author, Zitzler, created the algorithm so that “decision-maker preference knowledge” can be
incorporated into multi-objective search [35]. Although evolutionary search algorithms like IBEA are
commonly employed for optimization, they also help in searching optimal solutions from a large space
of possible solutions, as in our case study.

Smart operators (like crossover and mutation) can be employed in the optimization process to
promote optimal results. IBEA keeps track of all the valid solutions that the algorithm generates.
The proposed approach computes the Pareto front of the optimal solutions. Results of this nature are
obtained because of the parameter values, population size and the number of generations.

Our experimentation applied to a real case generates acceptable optimal results using IBEA.
The proposed implementation of the objective function(s) played an important role to obtain valid
solutions. We found it considerably easier to get appropriate solutions with IBEA when we defined the
objective functions accurately. The results generated by IBEA prove the sufficiency of the proposed
approach but there are chances to obtain different results if we modify the probability values of
crossover and mutation operators.

4 Conclusion and Future Work

Choosing to invest resources in implementing required features or in paying off test debt is a
hard job. This research offers an “indicator-based” strategy for assisting project managers and quality
testers in resolving such a difficult task as dealing with multi-objective optimization. From the results
obtained, it will be obvious for the quality testers to select the best compromise solutions based on
project preferences. The initial experiments described the capability to explore different scenarios or
situations, for instance, situations that may arise in future or coming sprints if test debt is not fixed.
There would either be a need to pay these debts or to delay them. The current research takes into
account the comprehensive evaluation of features and test debt items (test cases).

The most important finding of the proposed study is the distinct benefit of the IBEA search
algorithm due to the way it utilizes user preferences or objectives. IBEA is being employed in software
engineering search-based problems. It is proving successful results as we have shown. Consequently,
the findings of this work should spur the discipline to investigate IBEA’s performance in comparison
to prior results in a variety of issues; tackle harder, more complex problems, and conduct further
comparisons across MEOAs applied to software engineering problems [38,42]. The authors in [41,43]
have also adopted the IBEA algorithm to generate optimal pareto front in compliance with the feature
model configurations but our approach tries to generate pareto front to optimize the two objectives
in case of technical debt optimization. The purpose of using an evolutionary algorithm (IBEA) to
produce Pareto optimal solutions for feature coverage with test case minimization lies in its ability
to employ the best tradeoff to achieve the optimization across the two objectives. The one threat of
validity of our study is the selection of parameter values as mentioned in experiments setup Section 3.3.

Other possible future research directions include:

1-Exploring the scalability of IBEA’s novel findings with more than two objectives optimiza-
tion for large-scale agile projects.
2-Using IBEA and other MEOAs to explore the influence of various parameters adjustment.
3-Investigating the behavior of different quality indicators to generate more accurate Pareto
fronts between MEOAs.
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