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ABSTRACT

Correlation power analysis (CPA) combined with genetic algorithms (GA) now achieves greater attack efficiency and can recover all subkeys simultaneously. However, two issues in GA-based CPA still need to be addressed: key degeneration and slow evolution within populations. These challenges significantly hinder key recovery efforts. This paper proposes a screening correlation power analysis framework combined with a genetic algorithm, named SFGA-CPA, to address these issues. SFGA-CPA introduces three operations designed to exploit CPA characteristics: propagative operation, constrained crossover, and constrained mutation. Firstly, the propagative operation accelerates population evolution by maximizing the number of correct bytes in each individual. Secondly, the constrained crossover and mutation operations effectively address key degeneration by preventing the compromise of correct bytes. Finally, an intelligent search method is proposed to identify optimal parameters, further improving attack efficiency. Experiments were conducted on both simulated environments and real power traces collected from the SAKURA-G platform. In the case of simulation, SFGA-CPA reduces the number of traces by 27.3\% and 60\% compared to CPA based on multiple screening methods (MS-CPA) and CPA based on simple GA method (SGA-CPA) when the success rate reaches 90\%. Moreover, real experimental results on the SAKURA-G platform demonstrate that our approach outperforms other methods.
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1 Introduction

Cryptographic devices are widely used in modern life with the rapid development of information technology. However, the security problems of the device are also more serious when people enjoy the convenience. In particular, encryption algorithms are the key to cryptographic devices, and their security also directly affects the operation of the devices [1]. Therefore, encryption algorithms have aroused increasingly more attention. In fact, their security depends not only on mathematical security but is closely related to the operation of the device during operation. Moreover, side-channel analysis (SCA) is a very important role in evaluating encryption algorithms. It is based on the assumption...
that an attacker can obtain some intermediate state information to break the key. This information is related to the operation of the device to save the secret key or subkey in running the encryption algorithm [2]. It includes time [3], power consumption [4–6], electromagnetic energy [7,8], and some other ones. After that, many effective methods have been proposed along with the development of SCA, such as correlation power analysis (CPA) [9], template attack [10], collision attack [11], mutual information analysis [12], and other methods. Among them, CPA is one of the most commonly used attack methods in SCA [13–15]. It is able to recover the key very quickly by the divide and conquer method. However, CPA disregards the information generated by other modules as noise when analyzing only one module. Consequently, valuable information contained in those modules goes to waste.

Recently, a lot of attack methods that combine artificial intelligence (AI) with CPA have continued to emerge. This includes machine learning-based CPA, which incorporates support vector machines (SVM) [16,17], neural networks [18,19], decision trees [20,21], rotation forests [22,23], and more. Meanwhile, heuristic algorithms are now being utilized to tackle complex problems arising in various fields, such as economics, engineering, politics, and management [24]. Therefore, the SCA community has also developed a strong interest in Genetic Algorithms (GA) within heuristic algorithms and is attempting to integrate CPA with GA [25]. GA is chosen to combine with CPA because it can handle discrete variable effectively. Ant colony optimization is not suitable for CPA even though it can also handle discrete variable. Because its focus leans more towards finding the optimal path for the solution combination. However, the individual key should be given more attention when recovering the key. For these reasons and the advantages that GA is easy to implement, GA has been widely used in CPA. Moreover, the SCA community is continuously working to enhance the performance of CPA based on GA.

More recently, a CPA method based on a simple genetic algorithm (SGA-CPA) was proposed by Zhang et al., and it is capable of recovering all subkeys [26]. Therefore, SGA-CPA addresses the issue of inadequate utilization of key information present in CPA and achieves a superior attack effectiveness compared to CPA. Because its target is to recover a key rather than individual bytes, it does not ignore the power consumption information generated by other bytes. In 2021, Ding et al. optimized the algorithmic structure of SGA-CPA and introduced multi-screening method (MS-CPA) [27]. Thus, the issues of insufficient search capability and premature convergence in SGA-CPA have been addressed. Unfortunately, these methods still face some challenges, even though researchers in the field of SCA have been consistently working to improve the performance of CPA based on GA. These issues include: (1) the population evolution rate in the GA-based CPA method is too slow, (2) the key population may exhibit a phenomenon of reverse evolution, and we refer to this as key degradation and (3) how to choose better parameters. These issues severely limit the speed of subkeys recovery.

It is believed that addressing these issues can bring several advantages, such as more powerful attacks can be launched and more secure cryptographic algorithms are designed and implemented in chips. While this sounds like an intuitive approach to enhance the speed of key recovery, it is not a simple problem. Firstly, the evolution speed of the key population needs to be increased by carefully balancing multiple aspects. If the evolutionary speed is too fast, the key population is prone to getting stuck in local optima and finding incorrect keys. Secondly, the three issues mentioned above will collectively influence the evolutionary speed. If only two of these issues are addressed, the speed of key recovery will still decrease due to the remaining problem. Therefore, it is necessary to propose a suitable solution for each of these three issues based on the characteristics of CPA.
A correlation power analysis screening framework combined with the genetic algorithm (SFGA-CPA) has been proposed which effectively addresses the aforementioned issues. The propagation operation has been integrated into SFGA-CPA, combining the characteristics of CPA and possessing the advantage of promoting the secondary evolution of the key population. At the same time, the crossover and mutation operations in the genetic algorithm (GA) have been reconstructed and optimized into constrained crossover and constrained mutation operations. These two operations can overcome the issue of key degradation. Finally, parameters are also one of the important factors influencing key recovery. However, determining the parameters is a complex task. Therefore, an intelligent search method is proposed to find optimal parameters to enhance the speed of key recovery.

The contribution of this paper is as follows:

- The theoretical proof that SFGA-CPA can accelerate population evolution has been provided. This theoretical proof may have a positive impact on the research and practice of GA-based CPA, providing strong support for further algorithm optimization and improvement.
- We provide experimental results on publicly available datasets. The results consistently indicate that SFGA-CPA surpasses other methods in both the speed of key recovery and the number of power traces employed. Then, the process of recovering the key proves that there is no degradation in the key population.
- This article also proposes an intelligent search method to find better solutions. It can overcome the complexity of parameter selection and explore the parameter space more effectively.

The remaining parts of this paper are constructed as follows: Chapter 2 introduces the related technical theory of GA and CPA; Chapter 3 is divided into two sections. The first section describes the methods and issues of SGA-CPA and MS-CPA, while the second section describes the theory and process of SFGA-CPA; Chapter 4 describes the methods of constrained crossover, constrained mutation, and obtaining optimal parameters; Chapter 5 compares our method with other methods through simulation experiments and real experiments; Chapter 6 concludes the paper.

2 Basic Principle

2.1 Genetic Algorithm

GA is a random search method by imitates the evolutionary rule of nature. It was proposed by American scholar J. Holland in 1975. GA has the capability to directly operate on the target and dynamically adjust the search direction [25]. The characteristics of the algorithm are random, adaptive, and highly parallel, so it has a good ability to search for the optimal solution. GA involves the following concepts:

- **Individuals** refer to potential solutions to problems. It needs to be represented by a code, whereas a common representation is a binary code.
- **Populations** are composed of multiple individuals. The population size refers to the number of individuals within the population. If a population consists of N individuals, it is referred to as having a population size of N.
- **Fitness** reflects the degree of goodness of the individual. It is calculated by the fitness function. In this paper, the fitness function is chosen from the correlation coefficient formula.
- **Selection** operation can choose excellent individuals for the new population. It not only enhances the fitness of the population but also facilitates its advancement in a favorable direction.
- **Crossover** operations usually allow two individuals (parents) to swap genes with probability. Therefore, two new individuals are generated.
- **Mutation** operations can randomly change one or several bits in an individual with probability to generate a new bit string.

First, an initial population is generated at random, and the fitness of individuals is calculated through the fitness function within the GA. Subsequently, it is determined whether the desired outcome is included in the population. If a desired outcome is found, it is outputted and the algorithm terminates; otherwise, the selection process is initiated. Then, some excellent individuals are selected through fitness to enter the next generation and form a new population. Afterwards, individuals in the new population undergo crossover and mutation operations to produce new offspring. These two operations can effectively ensure the diversity of the population and help the population find results more quickly. Finally, the fitness of each individual is calculated again to determine whether there is a correct solution. If a correct result is found, the algorithm terminates and outputs the result. Otherwise, the aforementioned process is repeated.

### 2.2 Correlation Power Analysis

All symbols appearing in this article are elaborately defined in Table 1.

<table>
<thead>
<tr>
<th>Notation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$a$</td>
<td>Constat</td>
</tr>
<tr>
<td>$P_{\text{noise}}$</td>
<td>Noise power</td>
</tr>
<tr>
<td>$N$</td>
<td>Number of traces</td>
</tr>
<tr>
<td>$f$</td>
<td>Function operation</td>
</tr>
<tr>
<td>$f(P, K)$</td>
<td>Set of $f(p_i, K)$</td>
</tr>
<tr>
<td>$T$</td>
<td>Trace set ($T = {t_1, \ldots, t_N}$)</td>
</tr>
<tr>
<td>$P$</td>
<td>Plaintext set ($P = {p_1, \ldots, p_N}$)</td>
</tr>
<tr>
<td>$K$</td>
<td>Secret key, $K = {K_{n-1}, K_{n-2}, \ldots, K_0}$</td>
</tr>
<tr>
<td>$G_{K}$</td>
<td>Guessed key</td>
</tr>
<tr>
<td>$HW(x)$</td>
<td>Hamming weight of $x$</td>
</tr>
<tr>
<td>$\sigma_x$</td>
<td>The standard deviation of vector $X$</td>
</tr>
<tr>
<td>$cov(X, Y)$</td>
<td>The covariance between vectors $X$ and $Y$</td>
</tr>
<tr>
<td>$Corr(X, Y)$</td>
<td>The pearson correlation coefficient between vectors $X$ and $Y$</td>
</tr>
</tbody>
</table>

CPA is widely used because of its efficiency and simplicity. It is a statistical method used to reveal the secret key $K$ by analyzing a large number of power traces $T$ generated by a cryptographic device encrypting plaintext $P$. The power consumption model can be regarded as a method that maps the intermediate value $f(P, K)$ to the power traces $T$. The Hamming weight model is a commonly used power consumption model in the SCA community. It assumes that power consumption $T$ is correlated with the number of 1’s in the binary representation of the intermediate value $f(P, K)$. Therefore, the Hamming weight of $x$ is $HW(x) = \sum_{i=0}^{N} x_i$, when data $x = \{x_7, x_6, \ldots, x_0\}$ is stored in an 8-bit register. The power consumption $W$ is shown in Eq. (1).
\[ W = \alpha \times HW(f(P, K)) + P_{\text{noise}} \]  \hspace{1cm} (1)

The CPA differs from traditional attack methods as it can recover only one byte \( K_i \) of the secret key \( K \) at a time. Therefore, it employs a divide-and-conquer approach to recover the secret key \( K \). The attacker will calculate the Hamming weight of intermediate values \( HW(f(P, G_K)) \). If \( G_K = K \), then there will be a strong correlation between the Hamming weight and \( T \). Therefore, the Pearson correlation coefficient can be used to assess whether the guessed key \( G_K \) is correct. The Pearson correlation coefficient equation is shown in Eq. (2).

\[
\rho = \frac{\text{cov}(W, HW(f(P, G_K)))}{\sigma_W \sigma_{HW(f(P, G_K))}} \hspace{1cm} (2)
\]

3 A Correlation Power Analysis Screening Framework

3.1 Introduction of SGA-CPA and MS-CPA

SGA-CPA was proposed by Zhang et al. in 2015 to improve CPA efficiency [26]. In SGA-CPA, candidate keys are defined as individuals. Correlation coefficients are regarded as individual fitness, which is obtained by calculating the relationship between assumed power traces and real power traces. This method produces a population by initializing multiple candidate keys and subsequently calculates the fitness of individuals. Then new individuals are obtained by selecting individuals with high fitness for crossover and mutation. These new individuals enter the next generation to form new populations. Finally, the fitness of the new individual is calculated. If the correct result exists in the new individual, the algorithm terminates; otherwise, it proceeds with the previous process. This approach solves the problem of underutilization of information in traditional CPA because it operates on keys rather than bytes. However, Ding et al. found the problems of premature convergence and insufficient local search capability of SGA-CPA [27]. Therefore, MS-CPA was proposed. The method uses a multi-population strategy. Therefore, MS-CPA can obtain multiple excellent individuals. Then these best individuals are combined again to produce the best result. Although MS-CPA has solved the problem of SGA-CPA and improved the efficiency of the attack, there are still some problems with the above two methods.

Firstly, the essence of the GA lies in the evolution of the population to search for optimal results. However, only the selection operation in GA can meet this requirement among all its operations. As a result, it is not enough to sufficiently improve the evolutionary speed of the population.

Second, crossover and mutation may decrease the fitness of individuals even though these are designed to increase the diversity of populations. The reason is that the correct byte can deteriorate further after undergoing crossover and mutation. This can interfere with the evolution of the population and increase the difficulty of attack.

Thirdly, the approach used to determine the parameters in these methods is unreasonable. They cannot be determined individually because parameters are interdependent rather than independent and mutually affect each other in experiments. So, determining excellent parameters is also important for improving attack efficiency.

3.2 A Correlation Power Analysis Screening Framework

Recovering the key should not solely rely on the number of GA iterations, but rather should be optimized in terms of its structure and operations. At the same time, some conditions can be known and utilized when executing the algorithm. First, the candidate key is always given some correct bytes in a round of GA. In addition, the number of correct bytes in the candidate key is proportional to the
degree of fitness [26]. Therefore, a method should be proposed according to this situation to solve the problem in Section 3.1.

First, the set $A_j = \{k_i | i = 0, 1, 2, \cdots, n\} (j = 1, 2, 3, \cdots, N)$ is used to record the recovered bytes during the execution of GA with the key, where $i$ and $j$ represent the positions of the recovered bytes and the key individuals, respectively. Meanwhile, $a_j (j = 1, 2, 3, \cdots, N)$ is used to represent the count of elements in set $A_j$, which corresponds to the number of correct bytes recovered for an individual. The relationship between the set $A_j$ and $a_j$ is as follows, where the purpose of Card is to find the number of elements contained in $A_j$.

\[
\begin{align*}
    a_1 &= \text{Card}(A_1) \\
    a_2 &= \text{Card}(A_2) \\
    a_3 &= \text{Card}(A_3) \\
    &\vdots \\
    a_N &= \text{Card}(A_N)
\end{align*}
\]

At the same time, the key requires a minimum of $m_j \left( m_j \geq \frac{n}{a_j} \right)$ iterations of GA for recovery when it consists of $n$ bytes. The probability $P$ that each key can be recovered is:

\[
\begin{align*}
    P_1 &\approx 1 - \left( \frac{C_{n-1}^{a_1}}{C_n^n} \right)^{m_1} \\
    P_2 &\approx 1 - \left( \frac{C_{n-1}^{a_2}}{C_n^n} \right)^{m_2} \\
    P_3 &\approx 1 - \left( \frac{C_{n-1}^{a_3}}{C_n^n} \right)^{m_3} \\
    &\vdots \\
    P_N &\approx 1 - \left( \frac{C_{n-1}^{a_N}}{C_n^n} \right)^{m_N}
\end{align*}
\]

If $n_{\text{correct}} = \frac{1}{n} \sum_{i=1}^{n} a_i$, the success rate of key recovery can be represented by Eq. (5) when the key undergoes $m \left( m \geq \frac{n}{n_{\text{correct}}} \right)$ iterations of a GA.

\[
P_{\text{success}} \approx 1 - \left( \frac{C_{n-1}^{n_{\text{correct}}}}{C_n^n} \right)^{m_1} \approx 1 - \left( \frac{n - n_{\text{correct}}}{n} \right)^m
\]

According to Eq. (5), it is clear that choosing the maximum value of $n_{\text{correct}}$ can maximize the success rate $P_{\text{success}}$ for key recovery. At this stage, set $B_j (j = 1, 2, 3, \cdots, N)$ is redefined and ensuring that it satisfies the following relationship with set $A_j$:

\[
\begin{align*}
    B_1 &= A_1 \\
    B_2 &= (B_1 \cup A_2) \\
    B_3 &= (B_2 \cup A_3) \\
    &\vdots \\
    B_N &= (B_{N-1} \cup A_N)
\end{align*}
\]
The number of elements in the sets $B_j$ is denoted by $b_j (j = 1, 2, 3, \cdots, N)$, and the relationships between $b_j$ and set $B_j$ are as follows:

\[
\begin{align*}
    b_1 &= \text{Card}(B_1) \\
    b_2 &= \text{Card}(B_2) \\
    b_3 &= \text{Card}(B_3) \\
    \vdots \\
    b_N &= \text{Card}(B_N) 
\end{align*}
\]

(7)

Eq. (8) can also be obtained based on $b_j = \text{Card}(B_j) = \text{Card}(B_j \cup A_3)$.

\[b_3 = \text{Card}(B_2 \cup A_3) \geq \max(b_2, a_3)\]  

(8)

Eq. (9) can be obtained by analogy to Eq. (8). The results are as follows:

\[
\begin{align*}
    b_1 &= a_1 \\
    b_2 &\geq (b_1, a_2) \\
    b_3 &\geq (b_2, a_3) \\
    \vdots \\
    b_n &\geq (b_{n-1}, a_n)
\end{align*}
\]

(9)

The probability $P_{\text{success}}$ of key recovery is maximized when $n_{\text{correct}}$ equals $b_n$. So a correlation power analysis screening framework (SFGA-CPA) is proposed based on the above theory. Fig. 1 illustrates the specific solution proposed in this paper. The red squares represent the correct bytes at those positions, while the white squares represent the incorrect bytes.

**Figure 1:** Schematic diagram of SFGA-CPA

SFGA-CPA pays more attention to whether the correct bytes will be filtered out compared to MS-CPA and SGA-CPA. The correct bytes refer to the bytes with the highest correlation coefficient to the guessed key. This means that MS-CPA and SGA-CPA lack structural protective mechanisms addressing this aspect. Therefore, SFGA-CPA has been structurally optimized to avoid this scenario. It not only possesses protective capabilities but also has the advantage of accelerating population evolution compared to MS-CPA and SGA-CPA. Fig. 2 depicts the flow chart of SFGA-CPA.
First, multiple candidate keys are initialized to form a population. Then the candidate key and byte fitness are calculated separately. If the correct key exists, output the result; otherwise, determine if the correct byte exists. The right bytes are propagated to other candidate keys. The process ensures that the number of right bytes in the candidate key is maximized. Because the candidate key is capable of obtaining the correct bytes from other candidate keys. Then, the good individuals are selected for constrained crossover and constrained mutation. Among them, the correct bytes in individuals will not be altered. This ensures the maximization of the number of correct bytes in the candidate key and addresses the issue of degradation in the GA. Finally, this process is repeated until the correct key is recovered. The pseudo-code of this method is shown in Algorithm 1.

**Algorithm 1: A correlation power analysis screening framework**

**Input:** threshold of generation gen, size of population \( N \), probability of constrained crossover \( p_c \), probability of constrained mutation \( p_m \).

**Output:** the correct key \( \text{Best}_k \).

1: \( \text{Pop} = \text{Init}_\text{Population}(N) \); //Initialize \( N \) individuals and form them into a population.
2: \( \text{Computer}_\text{Fitness}(\text{Pop}); \) //Calculate the fitness of the individual \( \text{Pop} \).
3: \( \text{found_key} = \text{false}; \) //Determine whether the correct key exists.
4: \( i = 0; \)
5: \textbf{While} \! \text{found_key or } i < \text{gen} \textbf{do}
6: \( \text{Computer}_\text{byte}(\text{Pop}); \) //Calculate the byte fitness of the individual \( \text{Pop} \).
7: \( \text{Propagative}_\text{operations}(\text{Pop}); \) //The correct byte is propagated to other individuals.
8: \( \text{Child}_\text{Pop} = \text{Selection}(\text{Pop}); \) //The new individuals are selected and form the offspring population.
9: \( \text{Constrained}_\text{Crossover}(\text{Child}_\text{Pop}, p_c); \) //Constrained crossover operation, as shown in Algorithm 2.
10: \( \text{Constrained}_\text{Mutations}(\text{Child}_\text{Pop}, p_m); \) //Constrained mutation operation, as shown in Algorithm 3.
11: \( \text{Compute}_\text{Fitness}(\text{Child}_\text{Pop}); \) //The fitness of individuals in the offspring population is calculated.

(Continued)
Algorithm 1 (continued)

12: Pop = Child_Pop; //Obtain a new population.
13: Best_key = MaxFitness(Pop); //Search for the most optimal individual in the new population.
14: i = i + 1;
15: If Best_key == true then
16: Found_key = true; //Determine whether the correct key exists.
17: End If
18: End While
19: Return Best_key;

Init_Population(N) randomly generates N candidate keys as a group Pop. Compute_Fitness(Pop) calculates the fitness of individuals in Pop. Compute_byte(Pop) is to calculate the fitness of bytes of individuals in Pop. Propagative_operations(Pop) copies the correct bytes of the individual in Pop to other ones. Selection(Pop) selects good individuals in Pop to form a new population Child_Pop. Constrained_Crossover(Child_Pop, p_c) recombines the individuals in Child_Pop with probability p_c, and Constrained_Mutations(Child_Pop, p_m) mutates individuals in Child_Pop with p_m. Meanwhile, the right byte will not be changed with Better_Crossover(Child_Pop, p_c) and Better_Mutations(Child_Pop, p_m). MaxFitness(Pop) will select the individual with the largest fitness in Pop as the result Best_key.

4 Operator and Parameters of SFGA-CPA

Operators are essential prerequisites for guiding GA to solve problems, as they generate and maintain the diversity of individuals. GA contains three operators, namely selection, crossover, and mutation, each of which includes various strategies. These operators need to collaborate with each other in order to effectively achieve optimal results, despite being employed to enhance individuals within the GA. In this context, the crossover and mutation operations are discussed and improved. At the same time, the determination of parameters is also important in GA. Therefore, the parameters of the algorithm will also be determined in 4.2 of this chapter.

4.1 Constrained Crossover and Constrained Mutation of SFGA-CPA

In traditional GA, the crossover operation involves exchanging chromosomes between two or more parent individuals to generate new offspring. It can uncover the excellent genes of an individual and prevent premature convergence to local optima. The mutation operation plays a crucial role in preserving population diversity and exploring the search space.

However, the individuals generated by crossover and mutation operations may not always be better than the previous generation, as the outcomes of crossover and mutation are random. Moreover, individuals have the possibility to become worse after crossover or mutation. This phenomenon is key degradation. The situation increases the time and difficulty of recovering the key. Meanwhile, the outcomes of individuals after crossover and mutation are difficult to control. Although guiding the offspring resulting from crossover and mutation is challenging, key degradation issues can be addressed by preserving the exceptional individuals from the previous generation. The degradation of the key is caused by the alteration or transfer of exceptional genes, and thus safeguarding these genes offers a solution to this problem. Consequently, constrained crossover and constrained mutation strategies have been proposed.

The basic idea of this process is to prevent the correct bytes from changing during crossover and mutation operations. This means that the crossover and mutation operations are constrained to be
performed on the unmarked bytes. The key degradation problem can be solved by making the right bytes unaffected in crossover and mutation operations. Firstly, the fitness of the byte should also be taken into consideration when calculating the fitness of the individual, and the presence of the correct byte should be determined. If it exists, mark the correct byte accordingly. After that, the marked bytes will not be executed for crossover and mutation operations. This process is effective in protecting the right bytes and solving the key degradation problem. At the same time, the problem that populations fall into locally optimal solutions does not follow by the presence of constrained crossovers and mutation. Because the key individuals can escape from local optima and move closer to the global optimum when they contain more correct bytes than before. The presence of this condition is caused by the characteristics of CPA, where the fitness value increases as the number of correct bytes in the key increases.

The pseudo-code of the crossover operator is shown by Algorithm 2.

Algorithm 2: Constrained crossover operation for SFGA-CPA

Input: a population Pop, probability of constrained crossover $p_c$, the right byte position $w[j]$
Output: new population new_Pop.

1: For $i = 0$ to N do
2:     $pop_1, pop_2 = Random\_select(Pop)$; //Randomly select individuals $pop_1$ and $pop_2$ from the population Pop.
3:     $a = \text{rand}(0, 1)$; //Generate uniformly distributed random numbers.
4:     $n_{\text{bit}} = \text{Random}(\text{size}(pop_1))$; //The size($pop_i$) refers to the length of $pop_1$. $n_{\text{bit}}$ represents one bit in $pop_1$.
5:     $j = \text{Belong\_byte}(n_{\text{bit}})$; //Record which byte nbit is located in.
6:     If $w[j] \neq j$ and $a < p_c$ then
7:         Exchange($pop_1\_n_{\text{bit}}, pop_2\_n_{\text{bit}}$); //Exchange the nbit between $pop_1$ and $pop_2$.
8:     End If
9: End For
10: Return new_Pop;

The pseudo-code of the mutation operator is shown by Algorithm 3.

Algorithm 3: Constrained mutation operation for SFGA-CPA

Input: a population Pop, probability of mutation $p_m$, The right byte position $w[j]$, size of population N.
Output: new population new_Pop.

1: For $i = 0$ to N do
2:     For $d = 0$ to size($pop_i$) do //The size($pop_i$) refers to the length of $pop_i$.
3:         $j = \text{Belong\_byte}(pop_{i,d})$; //Record which byte the d-th bit in $pop_i$ is located in. $pop_{i,d}$ represents the d-th bit of the i-th $pop_i$ individual.
4:         $b = \text{random}(0,1)$; //Generate uniformly distributed random numbers.
5:     If $w[j] \neq j$ and $b < p_m$ then
6:         $pop_{i,d} = \overline{pop_{i,d}}$; //Constrained crossover operation. $pop_{i,d}$ is flipped.

(Continued)
Algorithm 3 (continued)
7:     End If
8:     End For
9:     End For
10:    Return new_pop;

Pop is the population generated after crossover.

4.2 Intelligent Search Method of SFGA-CPA

There are four parameters to be determined in the GA, which are the number of individuals $N$, the number of competition individuals $x$, the crossover probability $p_c$, and the mutation probability $p_m$. However, these four parameters cannot be determined separately because their effects on attack efficiency are not independent. Therefore, intelligent search methods are proposed to obtain the best combination of parameters. Its process of searching for the optimal parameters is shown in Fig. 3.

**Figure 3:** The process of searching for the optimal parameters

In Fig. 3, each point represents a combination of parameters $N$, $x$, $p_c$, and $p_m$. The interior of the ellipse represents all possible combinations of these four parameters. Meanwhile, the gray dots and the range enclosed by the dashed lines represent the discarded parameter combinations. Firstly, a set of initial parameters is determined based on experience, as shown in Fig. 3a. It is also known as the central data, represented by a red dot. Then search for combinations of parameters around the center data. At the same time, a group of parameters is randomly selected among all parameter combinations and represented by the blue dot. Finally, these selected combinations of parameters were subjected to experiments. The set of parameters with the best experimental results is considered the central data for the next operation. As shown in the process from Figs. 3a to 3b, the combination represented by the blue dot in Fig. 3a becomes the center data in Fig. 3b and is represented by a red dot. Because its experimental performance is the best among all the combinations. In addition, the central data in Figure a is represented by a gray dot in Fig. 3b, representing that it is discarded, and the solid circle drawn with it as the center becomes a dashed circle. It indicates that all parameter combinations within the dotted circle have been discarded. The next operation is the same as the one in Fig. 3a, but the experimental data are different. In Fig. 3b, the parameter combinations around the central data point were selected, and another set of parameters was chosen randomly. Then, these parameter combinations were experimented with again. In Fig. 3c, a black dot will be used temporarily
to represent the combination with the best experimental result if it is around the central data. After that, it is considered as the central data for the next operation (Fig. 3d), and represented by a red dot. This operation is repeated 100 times until the best set of parameters is found. This method not only takes into account the local optimal solution, but also considers the global optimal solution.

In this paper, the initial parameters \((N, x, p_c, p_m) = (60, 24, 0.6, 0.02)\) are first determined empirically, where the parameter range is \(N \in [30, 150]\), \(x = \{N \times j|j = 0.2, 0.4, 0.6, 0.8\}\), \(p_c \in \{0.25, 0.75\}\), \(p_m \in \{0.01, 0.2\}\). The step sizes of \(N, x, p_c,\) and \(p_m\) are set to 5, 0.2, 0.1, and 0.01, respectively. These four parameters are moved only in one step and combined for them. Then, these four parameters are randomly selected and combined together. Experiments are performed on all parameter combinations. The best combination of parameters is found experimentally and identified as the central data. After that, the center data is performed the same operation as the start. Finally, the best combination of parameters is output if the number of executions exceeds a set threshold. The experimental results are shown in Fig. 4.

\[
\text{Figure 4: Comparison of simulation experiments}
\]

The combination of parameters represented by the red line in Fig. 4 can recover all bytes with just 53 times of SFGA-CPA, which is faster than other combinations. It represents the parameter combination of \((N, x, p_c, p_m) = (75, 45, 0.6, 0.1)\).

This approach is different from grid search and random search methods. Firstly, although grid search results are highly reliable, it is only suitable for small sample parameters. Secondly, random search is prone to miss the optimal solution, although it is suitable for parameters with large samples. This method reduces the difficulty as well as increases the accuracy in searching for the optimal solution to some extent.

5 Experimental Comparison and Analysis

5.1 Simulation Experiments

In the simulation experiments, the power consumption of the S-box operation is simulated by adding noise with a standard deviation of \(\sigma = 3\). Meanwhile, SFGA-CPA, MS-CPA, and SGA-CPA were experimentally compared at the same power traces, which was sized from 60 to 500 in steps of 20. The success rate was used to assess the effectiveness of the three methods. For SFGA-CPA, the parameter are \((N, x, p_c, p_m) = (75, 45, 0.6, 0.1)\). The parameter used is \((N, p_c, p_m, Thgen, Thpop) = (500, 0.4, 0.5, 0.12, 150, 30)\) in the execution of MS-CPA \([27]\). The parameter is \((N, p_c, p_m, gen) =...\)
(30, 0.6, 0.01, 100) when experimenting with SGA-CPA [26]. Fig. 5 shows the success rates of the three methods. The blue line represents SFGA-CPA, the orange line represents MS-CPA, and the green line represents SGA-CPA.

![Figure 5: Comparison of simulation experiments](image)

The experimental results demonstrate that our method is superior to the other two methods. SFGA-CPA achieves a success rate of 90% when using the 160 traces, while MS-CPA and SGA-CPA only achieve success rates of 65% and 30%, respectively. The MS-CPA and SGA-CPA require 220 and 380 power consumption curves respectively to achieve a success rate of 90%.

### 5.2 Real Experiments of SAKURA-G

In this section, we also conducted real experiments by encrypting random plaintexts on SAKURA-G using a fixed key in AES-128. The core of AES-128 is designed with a round-based structure, requiring 11 clock cycles for each encryption. The power traces during AES-128 encryption can be collected using the oscilloscope. Our attack is primarily focused on the intermediate state before the last round of S-box operation and the ciphertext, due to the fact that the registers in this hardware are implemented before the S-box operation.

In Fig. 6, 3000 power traces are acquired and stored with corresponding plaintexts and ciphertexts. These three methods, SFGA-CPA, ME-CPA, and SGA-CPA, were experimented on the same power traces, respectively. The range of power traces number used is from 100 to 400 with a step size of 10. The same parameters from the simulation experiments will be used in the real experiments, as AES-128 will still be used as an example in this section.

Fig. 7 illustrates the success rates for the number of recovered bytes. They show the relationship between the number of bytes recovered and the power traces. The success rate of byte recovery using SFGA-CPA is depicted in Fig. 7a. It is able to recover 16 bytes with only 290 power traces, which means that the correct key has been successfully recovered at this point. At the same time, the success rate of recovering 16 bytes can reach 90% when using 260 power traces. The MS-CPA byte recovery success rate is shown in Fig. 7b. This method requires 340 power traces to recover 16 bytes, an increase of 17.2% over SFGA-CPA. Meanwhile, the success rate of recovering 16 bytes to 90% requires 300 power consumption curves, which is 15.3% more than SFGA-CPA. The experimental results for SGA-CPA are shown in Fig. 7c. However, the attack success rate of SGA-CPA was not very high when using 400 power traces. At this point, the success rate is only 51%, which is 49% lower than that of SFGA-CPA and MS-CPA. It can be seen that SFGA-CPA has a better effect compared with MS-CPA and SGA-CPA.
It has also been studied whether SFGA-CPA is subject to key degradation. The count of correct bytes present in the best individuals of each generation was recorded. Fig. 8 shows the exact process of recovering the key using the SFGA-CPA, MS-CPA and SGA-CPA method. SFGA-CPA, MS-CPA, and SGA-CPA are represented by the orange, blue, and green curves, respectively.

Figure 7: The success rate of recovering bytes by SFGA-CPA, MS-CPA and SGA-CPA

Figure 8: The number of correct bytes contained in the best individual of SFGA-CPA, MS-CPA and SGA-CPA
At the same time, the orange curve consistently remains above the blue curve, and only 142 executions are required to recover the key. Furthermore, comparing the results of the two experiments, it can be observed that the orange curve does not show any fluctuations, whereas the blue curve does. This means that in the SFGA-CPA method, the number of correct bytes contained in the best individuals is gradually increasing. Therefore, the key degradation issue can be addressed by SFGA-CPA, ensuring that the recovered correct bytes do not turn into erroneous ones. Meanwhile, these three methods underwent Friedman testing when the number of occurrences of key degradation in the population was used as the metric [28,29]. The test results are presented in Table 2.

**Table 2:** Friedman test results on key degradation based on SFGA-CPA, MS-CPA, and SGA-CPA (The symbol “∗∗” denotes small right-tailed p-value which is >>10^{-50})

<table>
<thead>
<tr>
<th>Test</th>
<th>$x^2$</th>
<th>p-value</th>
<th>Final hypothesis</th>
</tr>
</thead>
<tbody>
<tr>
<td>Friedman</td>
<td>449.545</td>
<td>0 (∗∗)</td>
<td>Reject Hθ</td>
</tr>
</tbody>
</table>

The rejection of Hθ indicates significant differences among the three models. This also implies that the performance of the three methods differs in addressing the key degradation issue. Therefore, the advantage of SFGA-CPA can be acknowledged.

### 6 Conclusion

The significance of this article is to address the issues of key degradation and slow population evolution in GA-based CPA. Therefore, the SFGA-CPA method is proposed, derived through theoretical analysis of the characteristics of CPA. Firstly, the issue of slow population evolution is addressed by collecting the correct bytes in the key, as the number of correct bytes in the secret key is directly proportional to individual fitness (correlation coefficient). So, the fitness of a key individual is improved by including correct bytes from other individuals. Subsequently, the application of this operation to all individuals effectively increases the evolutionary speed of the population. Furthermore, the issue of key degradation significantly impacts the evolutionary speed of the key population. The constrained crossover and constrained mutation of SFGA-CPA can address this issue by preventing the alteration of correct bytes. Finally, parameters are also crucial factors influencing the effectiveness of the attack. The paper also introduces an intelligent search method to find optimal parameters for application in SFGA-CPA. Our simulation and real experimental results indicate that SFGA-CPA can quickly recover the key and achieve successful attacks with fewer power consumption curves. This is consistent with the conclusions in this paper. At the same time, it can be observed from the experimental process that the issues associated with GA-based CPA have also been addressed. The situation of key degradation did not occur during the key recovery process. These techniques are also expected to help address the issues present in heuristic algorithm-based CPA. Furthermore, these methods and experiments indicate that we still have a long way to go, as they cannot recover masked keys. This will also be a direction for our future research.
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