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ABSTRACT

Random pixel selection is one of the image steganography methods that has achieved significant success in
enhancing the robustness of hidden data. This property makes it difficult for steganalysts’ powerful data extraction
tools to detect the hidden data and ensures high-quality stego image generation. However, using a seed key to
generate non-repeated sequential numbers takes a long time because it requires specific mathematical equations.
In addition, these numbers may cluster in certain ranges. The hidden data in these clustered pixels will reduce the
image quality, which steganalysis tools can detect. Therefore, this paper proposes a data structure that safeguards
the steganographic model data and maintains the quality of the stego image. This paper employs the Adelson-
Velsky and Landis (AVL) tree data structure algorithm to implement the randomization pixel selection technique
for data concealment. The AVL tree algorithm provides several advantages for image steganography. Firstly, it
ensures balanced tree structures, which leads to efficient data retrieval and insertion operations. Secondly, the
self-balancing nature of AVL trees minimizes clustering by maintaining an even distribution of pixels, thereby
preserving the stego image quality. The data structure employs the pixel indicator technique for Red, Green, and
Blue (RGB) channel extraction. The green channel serves as the foundation for building a balanced binary tree.
First, the sender identifies the colored cover image and secret data. The sender will use the two least significant bits
(2-LSB) of RGB channels to conceal the data’s size and associated information. The next step is to create a balanced
binary tree based on the green channel. Utilizing the channel pixel indicator on the LSB of the green channel, we can
conceal bits in the 2-LSB of the red or blue channel. The first four levels of the data structure tree will mask the data
size, while subsequent levels will conceal the remaining digits of secret data. After embedding the bits in the binary
tree level by level, the model restores the AVL tree to create the stego image. Ultimately, the receiver receives this
stego image through the public channel, enabling secret data recovery without stego or crypto keys. This method
ensures that the stego image appears unsuspicious to potential attackers. Without an extraction algorithm, a third
party cannot extract the original secret information from an intercepted stego image. Experimental results showed
high levels of imperceptibility and security.
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1 Introduction

As communication technology advances, public networks have seen an increase in digital media
exchange, including images, movies, and audio. Digital media is susceptible to attacks such as
eavesdropping, modification, privacy compromise, and theft of confidential information [1]. As
data carriers, these images raise significant concerns about their security and confidentiality. Secure
information is classified into cryptography, watermarking, and steganography. Cryptographers mainly
focus on preventing intruders from breaking the encryption algorithm, which involves transforming
plain text into something meaningless. Digital watermarking has been crucial in protecting copyright
and intellectual property by embedding a unique watermark within digital content. Maintaining the
invisibility of the watermark is essential for its effectiveness. Steganography protects the message
from unauthorized access [2]. Cryptography provides one layer of security and confidentiality, while
steganography adds an additional layer [3]. The steganographic message remains hidden from view.
Even if code breakers suspect steganography in a transferred object, they cannot confirm it. Extracting
the hidden message requires knowledge about the message, the file path, or the object’s appearance.
Without knowing the method used for hiding data within an object, code breakers will fail to pursue
the purpose of the secret information. Together, the two techniques can complement each other [4].

Image steganography has two categories: spatial domain and frequency domain. In the spatial
domain approach, the secret data to be embedded directly affects the pixel intensity values. Meanwhile,
an appropriate transform is applied to the image in the frequency domain, and the resulting coefficients
are altered to reflect the secret data [5,6]. Many techniques have been published to embed secret
message bits in both spatial and frequency domain categories. The most familiar technique in the
spatial domain is the least significant bit (LSB). Other methods such as pixel indicator techniques
(PIT) [7], pixel locator sequence (PLS) techniques [8], pseudo-random number generator (PRNG) [9],
and Rand-Stego pattern techniques are also used [10]. The main objective of steganalysis is to detect
the transmission of steganographic communication between two relevant parties [11]. We can evaluate
the performance of data hiding techniques using the peak signal-to-noise ratio (PSNR), mean square
error (MSE), and Normalized Correlation Coefficient (NCC). We can also evaluate the data-hiding
techniques with other parameters like hiding capacity and security [12,13].

According to the present research, hidden capacity is directly proportional to visual distortion and
security. Therefore, there is scope for identifying a better solution. Current methods recommend using
a PRNG to choose data-hiding locations. These methods require seeds for the PRNG to generate
random sequence numbers to conceal bits of the secret messages. The main disadvantage of these
methods is that they are expensive to generate non-repeating numbers, and the distribution of random
numbers may not be typical. This issue aids in the detection of secret messages in digital media. A
second disadvantage is that these methods need to share the seed key with the recipient. This research
proposes a scheme to embed information bits in the LSB of non-consecutive pixels using a pixel
indicator and an Adelson-Velsky and Landis (AVL) tree. This paper proposes a new random technique
using an AVL tree data structure, pixel indicator, and 24-bit color RGB images as the cover medium
instead of concealing the secret bits of confidential messages directly into the LSB of a sequence of
pixels of data channels. The LSBs of random red and blue channels will conceal the secret message
bits. The LSB of the green channel is used as an indicator because of human eye sensitivity [5].

The rest of the paper is organized as follows: Background studies are shown in Section 2. The
literature review is presented in Section 3. The proposed method (AVL tree steganography, embedding,
and extraction) is discussed in Section 4. Performance analysis and discussion are presented in
Section 5. Finally, Section 6 presents the conclusion and future work.
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2 Background Studies

In recent times, there has been a growing emphasis on cryptography and steganography. The need
for secure communication and concerns about potential misuse, such as unauthorized distribution of
digital information, have underscored the importance of integrating these techniques. As a result, it has
become essential to have a comprehensive and well-defined understanding of both fields to implement
them effectively. The primary focus of this paper is to address the security aspects associated with
transferring text within images and to provide an overview of steganography techniques.

2.1 Cryptography

Cryptography is the art and science of sending messages so that only the intended recipient can
read them [4]. In other words, cryptography aims to ensure that a message sent from a sender to a
receiver remains confidential and secure. Even if someone intercepts the message, they should not
be able to read it. Cryptography is a technique for protecting data using encryption formulas and
functionalities so that the data held in a computer can only be interpreted by individuals who can
decode it. Historically, cryptography was used mainly in the military and diplomacy until a few decades
ago when the realization of digital data saw widespread application in many non-military fields such
as e-commerce, e-banking, e-governance, telemedicine, e-shopping, and e-mailing.

There are three types of cryptographic schemes for securing data: public-key cryptography,
private-key cryptography, and hash functions. The length and type of the keys used depend on the
type of encryption algorithm.

2.2 Symmetric Key Cryptography

Symmetric key cryptography is a traditional cryptography implemented as a private key algorithm.
They can be divided into conventional or fast algorithms and block ciphers. Fast algorithms like Data
Encryption Standard (DES) focus on reducing the encryption and decryption time with a limited key
length. Their nature does not meet the requirements of the current epoch; therefore, they are not secure.
Modern-designed block ciphers like Advance Encryption Standard (AES) apply the substitution–
permutation network structure. They are built using different transformations: substitution (S-boxes)
and permutation (P-boxes) layers. They produce effective confusion, dispersion, and diffusion prop-
erties. The significant amounts of transformation rounds and complex S-boxes improve the security
level of those ciphers. Generally, the main disadvantage of conventional symmetric key cryptography
is the need for a secure key distribution channel to transmit key material over the network safely [14].

2.3 Asymmetric Key Cryptography

Asymmetric key cryptography is a primary component in public key cryptographic algorithms like
Rivest–Shamir–Adleman (RSA), ElGamal, and Elliptic Curve. The main advantages of asymmetric
key cryptography are facilitating the management of keys and the secure exchange of keys. The main
problem, however, is that it is much slower than symmetric key cryptography. Therefore, the common
practice is to use asymmetric key cryptography only to exchange a session key between the two sides
and then use the session key with symmetric key cryptography to secure the rest of the communication
between the two sides. During the asymmetric key cryptography exchange phase, the two sides must
establish the authenticity of the other side and ensure that no man-in-the-middle attacker impersonates
the other side to downgrade the communication security level [15].
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2.4 Steganography: Concealing Information

Steganography is the art of hiding a secret data message within an ordinary, non-secret file or
other medium to avoid detection and later extraction at its destination [16]. The security of concealing
data in images has attracted researchers’ attention to improving security aspects [17]. Researchers
have proposed many steganography techniques to conceal secret messages in multimedia files such as
images [18], audio files [19], video files [20], text [21], and internet protocols [22] to protect confidential
data from attackers and transfer data without suspicion. Image steganography has two categories:
spatial domain and frequency domain. In the spatial domain approach, the secret data to be embedded
directly affects the pixel intensity values. Meanwhile, an appropriate transform is applied to the image
in the frequency domain, and the resulting coefficients are altered to reflect the secret data [5,6].

3 Literature Review

Steganography focuses on capacity, imperceptibility, and security to achieve the invisibility of
secret data. Imperceptibility is achieved by embedding data without suspicion, using techniques like
localizing regions that can withstand pixel changes. Security involves making hidden information
impossible to recover, impenetrable, or unpredictable. Proposed methods like LSB, randomization,
pixel indication, and hybrid techniques have improved steganographic security.

3.1 Least Significant Bit (LSB)

LSB steganography is a basic technique that hides information within images, videos, or audio
files by replacing the least significant bit of each pixel or sample with a bit from the secret message.
However, it may not be secure against advanced detection methods or attacks. Information hiding
in an image aims to alter less critical information in the carrier image. The LSB is the most used in
steganography. It is among the most straightforward and widely used spatial image steganographic
techniques [23–25]. The idea behind this technique is that the smallest components of an image only
provide weak information, and human eyes cannot notice even minute changes in those components.
The fundamental idea of the LSB embedding technique is shown in Fig. 1.

Figure 1: Basic LSB technique

In most proposed methods, the secret message bits are randomly or sequentially inserted in
the LSB of the pixel positions. The advantages of LSB steganography are: (i) it is the simplest
steganographic method to embed a message into digital media such as an image or sound; (ii) it
does not require transformation of the cover medium; (iii) the LSB replacement ensures that the
stego medium is indistinguishable from the original cover medium; (iv) it is the fastest technique for
embedding speed; and (v) it is also possible to partially decode or detect the hidden message without
completely decoding the stego object [26,27]. Conversely, the major drawbacks of LSB steganography
are: (i) the stego medium is vulnerable to relatively simple statistical analysis; (ii) the hidden data
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is easily destroyed by simple manipulation or processing of the stego object; (iii) it is easy to insert
data by comparing the magnitude of the pixel value or the absolute LSB value with the secret data;
(iv) the steganographic algorithm is weak against the known-plaintext attack; (v) the depth or posi-
tional representation of the secret data is not considered; and (vi) it frequently provides unsatisfactory
visual quality of the stego image [28,29].

3.2 Pixel Indicator Techniques

The PIT is a method to conceal secret messages by adjusting each pixel’s least significant bit,
allowing subtle color changes undetectable to the human eye. Various factors, such as this pixel’s
location within the image or its color value, are considered when selecting it. The digital image
steganographic method uses odd/even pixel allocation to hide encrypted messages in even pixels,
ensuring the change is made on the first or second LSB without affecting the base of odd or even
in the stego image [30]. The proposed method in [31] shows an image coding technique that conceals
information along a chosen pixel and, on its subsequent value (pixel + 1). Two bits of the message
can be concealed on each pixel based on a combination of these values. The authors of [25] use the
indicator channel to select the data channel for hiding information. The technique depends on the
length and parity bits of the secret message. If the length of the message is even, then data channel
1 is red, data channel 2 is green, and data channel 3 is blue; the three most significant bits (MSB)
are considered indicators. Every bit of these three represents a channel (R, G, or B) that contains the
hidden two bits of the secret message. For example, if three-MSB is 101, the red and blue channels will
hide two secret bits; these will be hidden in the LSB of these channels. In [30], the method conceals
secret information in red and blue channels using the LSB of the green channel as an indicator. The
method uses 2, 2–4, or 4 LSBs of red and blue channels for up to six bits.

In [31], the proposed technique divides a cover image into four blocks of storage area and decides
if each desired pixel can be saved based on the red channel’s three MSBs. If the three MSBs have
a value of 111, all red, green, and blue channels are candidates for data storage. No data can be
stored in bits with a value of 000. If the bits have a value of 011, both green and blue channels are
candidates. Four zeros in the LSBs determine the number of hidden bits. Pixel indicator techniques in
steganography use one or more pixels on a cover image to signal whether the image contains hidden
data. If these pixels are modified, they can lose their significance, and the steganalysis can fail. The
significant advantage of pixel indicator techniques from the steganographic point of view is that, unless
the indicators are disabled, no other changes are made to the image. This is very useful when the
steganographic capacity is low or when the steganographic algorithm works in an adaptive mode,
concealing data bit by bit and needing to access the stego image many times for different data to
be embedded. The main disadvantage of pixel-indicator techniques is that the secret message is not
directly embedded in the cover image. Data embedding, extraction, and possibly the adaptive hiding
algorithm are more complex than desired [32–35].

3.3 Random Techniques

Randomization techniques enhance security in stego images by scattering secret message bits in
a pattern known only to the method’s owner, making this distribution undetectable by attackers. The
least significant bit is used in a cover image to embed information in a random bit of a pixel using a
PRNG. PRNG employs a 3-3-2 approach to hide a byte in a 24-bit color image, selecting random pixels
and bit positions within the R, G, and B values. The authors in [36] proposed an efficient and adaptive
data-hiding scheme based on a secure reference matrix. LSB steganography using a pixel locator
sequence (PLS) with AES (Advance Encryption Standard) is suggested in [8], which uses a randomly
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generated secure reference matrix stored as a PLS file. PLS increases the security of LSB steganography
by randomly distributing the secret data hidden in the image, making it difficult for unauthorized users
to detect the hidden data. The PLS file is encrypted using AES. The random-bit selection algorithm
in [37] enables users to conceal information within a cover image using randomly generated integers
and user-specified parameters for the number of bits to be replaced in each pixel. The methods in [38–
40] employ a chaotic pseudorandom generator to randomly determine the position and hierarchy of
image pixels for embedding information while encrypting the secret message. In [10], a random varied
pattern key is generated automatically or manually saved in a file and shared with the recipient. Both
methods in [30,41] use the Henon map function and stego keys to generate a random sequence of pixels
to hide the bits of the secret messages. Random selections in embedding locations or values generate an
equal probability of steganographic messages, enhancing security and resistance to steganalysis. The
distribution of these techniques is independent of the cover image position. Advanced steganographic
programs extract secret messages from known steganographic implementations. Multi-dimensional
random algorithms, like those used in deterministic techniques, prevent the detection of structures,
ensuring system resistance to attack. The main advantages of this technique are: 1) Increased safety.
By introducing an element of unpredictability and randomness, random procedures in steganography
make it more difficult for unauthorized users to detect hidden information. 2) Resistance to detection:
Randomly dispersing the hidden data throughout the cover file makes it less evident and difficult
to find. 3) Robustness: Spreading the secret information throughout the carrier file in several places
increases its resistance to corruption or data loss. The main disadvantages of the random technique
are: 1) Complexity: Random techniques typically require more complex algorithms and procedures
than straightforward steganography approaches. 2) Reduced hiding capacity: Randomly distributing
the hidden information may result in fewer bits accessible in each location, leading to a lower overall
hiding capacity. 3) Increased computational overhead: Random approaches frequently require more
computational resources to produce and control the randomization process [32,33].

3.4 Hide Bits in Minimum and Maximum Color Intensity

In steganography, one approach is to hide bits of information by minimizing the color intensity
of pixels in an image. By decreasing the color intensity of specific pixels, hidden data can be embedded
without significantly altering the image’s appearance. This method makes it difficult for third parties
to detect the presence of hidden information, thus ensuring the security and confidentiality of the
communication. Using the minimum color intensity of pixels, the hidden data can blend seamlessly
with the cover media, making it virtually impossible for unauthorized users to detect or extract the
hidden information [42–44].

The concept of hiding bits at maximum color intensity refers to concealing information within
an image by manipulating the RGB values of pixels. This technique takes advantage of the imper-
ceptibility of human vision to slight variations in color within a specific range. Secret information
can be embedded without significantly altering the image’s appearance by adjusting each pixel’s most
significant and second significant bits. Utilizing the maximum color intensity of each pixel allows
more data to be hidden within the image while maintaining high image quality and minimizing visual
distortions.

This information-hiding method provides transparency, security, and robustness in data transmis-
sion within images. The primary objective of hiding bits in maximum color intensity is to ensure the
security and integrity of information during transmission through images [45,46].
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Ultimately, the choice depends on the trade-off between hiding capacity and imperceptibility. If
the priority is to maximize the amount of information that can be hidden while accepting a slightly
higher risk of detection, using the maximum color intensity may be preferred. On the other hand,
if the goal is to minimize the chance of detection at the expense of hiding capacity, the minimum
color intensity approach could be more suitable. The minimum color intensity technique also provides
several advantages: 1) It can hide many significant or more visually noticeable bits. 2) The degradation
from hiding these bits is more evenly distributed. This helps prevent localized noticeable degradation,
as the human visual system is more sensitive to alterations in specific image regions. 3) It is more
protective of the secret, as it must first modify the encoded image to access and reveal the original
message. The maximum color intensity technique offers several advantages: 1) The message colors
never lose intensity. 2) It can conceal less significant bits outside the range of easily noticeable
degradation. 3) It works with all types of images. 4) It’s easier and more efficient to implement.

3.5 Summary and Comparison

The main features, pros, and cons of the literature methods discussed in this paper can be
summarized in the following table (Table 1).

Table 1: Features, prose and, cos of literature techniques in steganography

Technique Features Pros Cons

LSB • LSB steganography
is user-friendly and
straightforward,
making it accessible
to those with limited
technical expertise.

• Simplicity
• Large hiding capacity
• Imperceptibility.
• They were used for

grayscale images and
RGB images.

• Vulnerability to
detection.

• Fragile due to
image
manipulations or
compression.

• Potential for
accidental
disclosure.

• Limited security:

(Continued)
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Table 1 (continued)

Technique Features Pros Cons

PIT • The PIT uses one
channel to indicate
the hidden data in the
other two channels.

• Increased capacity
for data hiding.

• Enhanced security.

• The complexity of
method.

• Increased
detection risk.

• Fragility and
potential
data loss.

• Limited
availability of
tools and
resources.

• Reduced image
quality.

Random techniques • Random techniques
are methods for
selecting embeddings
or covering changes
at specific locations.

• Enhanced security.
• Resistance to the

statistical analysis.
• Increased robustness:

by distributing the
hidden information
over file.

• Increased
complexity.

• Reduced hiding
capacity.

• It increased
computational
overhead.

Hide Bits in Min/
MaxColor intensity

• Increased security.
• Improved

imperceptibility.
• Resistance to simple

detection techniques.

• They limited
hiding capacity.

• Susceptibility to
more advanced
detection
techniques.

• Vulnerability to
image
modifications.

4 Proposed Method

This section emphasizes the modifications to conventional LSB steganography for high security.
Our basic idea is to use an AVL tree for embedding the information bits and to use a random sequence
of pixels for embedding the data bits to improve security while maintaining the capacity of the cover
image. Firstly, the cover image must have more than enough pixels to conceal portions of the secret
message, as it must be compatible with the text message length. Since each pixel will contain two bits of
a secret message, the cover image must have more pixels than the message’s length divided by two. Then,
construct an AVL tree to embed the secret bits to minimize the distortion between the transformed
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and original cover images. The measure used to calculate the distortion is MSE. We modify the typical
method of embedding the bits in random order. Instead of embedding two bits in sequential order at a
time, this paper explores the possibilities of embedding two bits in non-sequential order, selecting the
one that results in the slightest increase in MSE. The specific details of the method of concealing the
secret bits are far too extensive to mention here, so we offer an outline in our paper.

4.1 Overview of the Proposed Method

This proposed steganography method increases the data payload and secures the secret data. The
AVL tree is used to determine the exact location for the replacement, while the random RGB channel
substitution is used to secure the planted secret data. Overall, this method eases the data detection
process and can provide a high payload with minimum distortion to the cover image [47].

This paper uses an AVL tree, queue data structures, and pixel indicator channels of 24-bit RGB
images in the LSB-based image steganography technique. The proposed algorithm embeds secret bits
randomly in the LSBs of nonconsecutive pixels using the AVL tree without sharing a stego key or seed
number used to generate a random number. The proposed randomization technique will depend on
the selected pixels for hiding the bits that will be constructed based on the existing pixels in each level
of the AVL tree. Furthermore, the green channel is selected to maintain the AVL tree construction
without any change between the client and server. The construction of the AVL tree will be based on
the green channel because the green color is more sensitive to human eyes than red and blue. Changing
bits in the green channel will be detected by human eyes [48]. In addition, the green channel’s LSB was
selected to indicate the secret message bits’ position in the other channels.

4.2 Implementation Details

The first step is to read the cover image pixels’ RGB channels as decimal numbers. Then, a node
is created to store information about the pixel containing the red, green, and blue decimal values.
Additionally, the node will store the order of cover image pixels read from left to right and from top
to bottom. The decimal value of the green channel will be used to construct the AVL tree because this
value will remain unchanged and will not contain any hidden bits. The order of pixels will indicate the
current position of the pixels after the extraction process.

The second step is constructing the AVL tree based on the green channel. For example, Fig. 2
shows the steps for inserting a secret bit into the green channel integer values of pixels from the first
pixel to the fifth pixel.

Fig. 2a shows the green channel’s first inserting value (164). Fig. 2b–d show the insertion of 202
to the right side since its value is greater than the parent’s (164), then the insertion of 55 to the left side
since its value is less than the parent’s. When inserting 102, as shown in Fig. 2e, the tree needs a single
rotation to the left. The result will be shown when all table pixels are read into the AVL tree. As seen
in Fig. 2f, the pixel location will change according to the rebalancing of the tree.

The formation of the AVL tree is used to classify the cover image’s pixel location and balance
the tree. At the same time, the sorting is based on comparing the pixel values of the green channel
belonging to the cover image. The next step involves converting the secret message from ASCII codes
into a sequence of bits, simplifying the concealing process within the cover image pixels. The red or
blue channel will be used to save two bits. The last step of this method is hiding the message in the
pixels of the cover image by combining the AVL trees and the concept of random RGB selection with
bits of a secret message. The position of the pixels is essential to determining the location of pixel
modification. So, the position of the pixels classified at the top will use the pixels of the cover image
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with a small RGB value. This is important due to the probability of certain RGB combinations in
the bright pixels, as noise is smaller than the RGB combinations in color images. This process is done
incrementally, starting from the tree’s top node with the proposed AVL trees and level by level, and is
stored in a blue or red channel based on the LSB two bits of the green channel. The following section
will show the algorithm of this proposed method.

Figure 2: A sample steps for constructing an AVL tree (a) insert 164; (b) insert 202; (c) insert 55;
(d) insert 78; (e) insert 102; (f) the balanced AVL tree

4.3 Embedding a Secret Message Algorithm

The following Table 2 shows the algorithm of the proposed method steps to embed a secret
message into the cover image.

Table 2: Embedding a secret messaging algorithm

Algorithm: Embedding a secret messaging algorithm
Input: Cover image and text message.
Output: Stego image

1. Start
2. Read a Secret Message

2.1. Read the secret text message from a text file.
2.2. Define a “strlen” variable and store the length of the secret message inside this variable.

(Continued)
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Table 2 (continued)

2.3. Convert the “strlen” into a binary number and store it in a new “strlenbin” variable with
30 digits.

2.4. Read the secret text message and store it in a “secretmessage” variable.
2.5. Convert the “secretmessage” characters into binary.
2.6. Concatenate the string from Steps 3 and 5, then store them in a “strmesgbin” variable.
2.7. Define an integer variable “ strlen2”.
2.8. Set strlen2=string length of (strmesgbin)

3. Reading the pixels of a cover image.
3.1. Load the cover image from the selected image directory.
3.2. Read RGB image pixels as integers.
3.3. Build an AVL tree data structure balanced based on the green channel value.

4. Concealing the bits of the secret message:
4.1. Define the needed node variable (neededNode) that indicates the maximum length of text

that can be stored in the cover image.
4.2. Set neededNode = strlen2 divided by 2.
4.3. If neededNode >image size, then throw an exception (“Message can’t be hidden in this

image”)
4.4. Else, go to the next step.
4.5. Convert integer pixels of RGB from part C) into a binary system (red, green, and blue)
4.6. While (strmesgbin = 0), and (AVL tree).

1. Read the LSB of the green-bit pixel channel of a node in the AVL tree
2. Read the 2 most significant bits from part B) Step 8.
3. If the LSB 2 bits of green pixel == “00” or “11”
4. Then, store the 2 MSB encrypted bits in the LSB 2 bits of the red pixel
5. Else, store these 2 bits in LSB bits of the blue pixel.
6. update, strlen2 = strlen2-2

5. Store the AVL-tree back to the buffered image file:
5.1. Read the AVL-tree pixels from part C) and store them in a new AVL-tree that is

balanced according to the pixel number (pixel_no)
5.2. Read the pixels from the last step into the image file.
5.3. Stego image is the output.

The comparison with other hiding schemes shows that the proposed scheme has higher impercep-
tibility while maintaining high visual quality. Additionally, the proposed method shows a high level of
security since steganalysis tools can’t detect it. It’s better than other techniques since the secret message
isn’t encrypted like other methods and is resistant to steganalysis tools. An example is given for this
algorithm, as shown in Table 2. This example illustrates hiding the secret “hello” message inside the
cover image.

The example starts with creating the AVL tree and then embedding the secret message “hello”
inside the tree. This example will be illustrated in the following steps:



194 CMC, 2024, vol.81, no.1

1. Read the secret text message from a file.
2. Set the length to 5, as “hello” has five characters.
3. Convert the length into binary with 30 digits: 01000 00000000 00000101.
4. Convert “hello” into binary, totaling up to 40 bits (shown in Table 3).
5. The algorithm builds the AVL tree, as shown in Fig. 3. The construction of the AVL tree steps

is illustrated in Fig. 2.

Table 3: “hello” ASCII code

h e l l o

01101000 01100101 01101100 01101100 01101111

Figure 3: Part of AVL tree for image bits of Table 4

Table 4 shows a sample of pixels’ cover image. These decimal values represent the decimal values
for the RGB channel from pixels 1 to 40.

Table 4: Before embedding bits’ message

Pixel 1 2 3 4 5 6 7 8
Red 163 204 173 157 255 212 233 7
Green 164 202 55 78 102 99 212 76
Blue 158 202 46 76 77 92 211 75
Pixel 9 10 11 12 13 14 15 16
Red 112 214 171 25 25 21 23 77
Green 10 222 59 7 10 99 22 75
Blue 15 212 47 9 7 92 21 76
Pixel 17 18 19 20 21 22 23 24
Red 13 214 171 157 208 23 72 123
Green 14 22 155 78 94 21 73 124

(Continued)
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Table 4 (continued)

Blue 15 21 47 71 93 210 72 148
Pixel 25 26 27 28 29 30 31 32
Red 201 179 159 215 212 233 78 143
Green 199 53 178 112 199 202 77 134
Blue 199 48 176 79 191 201 76 148
Pixel 33 34 35 36 37 38 39 40
Red 202 173 151 253 223 231 75 220
Green 201 155 178 112 199 215 72 112
Blue 200 146 176 78 192 223 73 68

Explanation of the example:

1. Preparation:

The secret message “hello” has a length of 5 = (101)2 = (0000000000 0000000000 0000000101)2,
and the message “hello” in binary = (0110100001100101011011000110110001101111)2.

After the secret message is concatenated with the binary length, the binary result will be:
(0000000000000000000000000001010110100001100101011011000110110001101111).

2. Embedding process:

The secret bits representing the length of the message: 000000000000000000000000000101 will be
embedded starting from the first level and up to the fourth level, which will then be followed by the
secret message 0110100001100101011011000110110001101111.

The embedding process starts by traversing the tree level by level, starting from the first level, the
root node (green pixel is 102). This pixel node contains (R:255, G:102, B:77, Pixel_no:5). Converting
the node into binary will give: (102)10 = (1100110)2, (255)10 = (1111111)2, and (77)10 = (1001101)2.
Then, according to Table 4, check the LSB two bits of the green channel, pixel 5. If it is equal to 00 or
11, then hide the two bits of the secret message in the red channel. Otherwise, the algorithm will hide
the two secret bits in the blue channel.

According to the least significant two bits of the green value of pixel 5, which is (10), the two bits
of the secret message from left (00) will be hidden in the blue channel of 77 value as highlighted in
cyan in Table 4. After modification of the blue channel value, the pixel will be changed from 77 =
(1001101)2 to 76 = (1001100) since the last two significant bits of the blue channel (01) were replaced
by (00).

The following levels are considered for hiding the secret message bits:

(112,10,15), (13,14,15), (174,53,48), (171,59,47), (77,175,76), (157,78,76), (212,99,92), (215,112,79),
(143,134,148), (173,155,146), (201,199,199), (202,201,200), (204,202,201), (214,222,212), (25,7,9),
(23,21,210), (75,72,73), (78,77,76), (208,94,93), (21,99,92) contain the secret message, while the pairs
(151,178,176), (253,112,78), (231,215,223), (233,199,192), and (220,112,68) do not contain concealed
bits. Note that the pairs of pixels containing no secret information are not used and, therefore, are
stopped.
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4.4 Extracting the Secret Message

To extract the secret message from the stego image, the same algorithm will be rebuilt using the
same techniques but in reverse order.

5 Performance Analysis

This paper has experimented with the proposed techniques using various authentic color images
and 24-bit BMP images of different sizes to represent the flexibility of the technique on different types
of images. For experimental purposes, this paper used 24-bit images as a cover image to compare
the resulting stego image with the original cover image in terms of quality and hiding capacity. For
each image size, the proposed method embedded data equal to a lesser 50% and 40% of the size of
the cover image to represent the quality and hiding capacity of the stego image with minimal change
in the actual image. The sample images used for experimentation are shown in Fig. 4a–c, and the
corresponding resultant stego images are shown in Fig. 5a–c.

Figure 4: Cover sample images (a) Tiffany; (b) Papper; (c) Baboon

MSE is the mean square error between the ith pixel of the cover image C and stego image S, and
M and N are the image’s dimensions.

5.1 Experimental Environment

All examples of steganography discussed in this paper are limited to bitmap files. There are two
reasons for this. First, working with bitmap files allows the manipulation of every bit of data in the
file, and second, this provides a more accurate measurement of the capacity of the least significant bit
available for secret message storage. However, the limitation of AVL tree steganography (hereafter will
be called AVLTree-Steg) to one file type is arbitrary and was done to demonstrate the capabilities of
steganography. Working with any file format is a simple exercise in code development. Several software
programs were developed for this document to read and display the BMP image files produced on the
Macintosh platform. Steganography is a technique used to hide files in digital media, such as images,
videos, and audio. It can be used in image tools to hide files in digital images like BMP and JPEG,
video tools in video files like AVI and MPEG, and audio tools in sound files like WAV and MP3.
Some applications can hide files in executables, but this is more memory intensive. Most steganography
tools are easy to handle and require no special knowledge. However, interface complexity can lead to
confusion when introducing these tools.
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Figure 5: Stego result images (a) Tiffany; (b) Pepper; (c) Baboon

Most steganography tools fall into the image, video, and audio categories. This paper will focus
on images because many can be exchanged between clients simultaneously. Additionally, the size of
images is preferable to other media, such as audio and video. The AVLTree-Steg program was written
and compiled in Java using the Eclipse 2023 environment. Eclipse 2023 was chosen for the compiler
platform due to its accessibility, cost-effectiveness, and cross-computer usability. No specific assembler
command or function was used. The MacBook Pro (2021) and Enhanced IDE were utilized during
the initial stages of the program. The development platform was an Apple M1 Pro with 16 megabytes
of RAM and a 500-gigabyte hard disk.

5.2 Evaluation Metrics

This section presents a review of existing evaluation metrics. Since they departed from one another,
the following different evaluation metrics are categorized into three different groups.

5.2.1 PSNR, MSE, and NCC Analysis

The metrics used to evaluate the approach are MSE and PSNR, as shown in Eqs. (1) and (2). High
values of the PSNR criterion are preferred for evaluating the stego image’s quality. Here’s the formula
to compute MSE and PSNR:

PSNR = 10 log10

2552

MSE
(1)

MSE =
∑W

i=1

∑H

j=1

(
Xij − Yij

)

WXH
(2)

The image’s dimensions are denoted by the values W and H, the image coordinates by i and j,
and the cover and stego images by X and Y . If the PSNR values are more than 50 dB, the images are
considered high quality [12].

Eq. (3) shows the embedding capacity, also known as “embedding payload”, refers to the
proportion of the embedded secret bits in the cover image’s pixels. The abbreviation ER stands for
embedding rate.

ER = N
WXH

bpp (3)

where N is the number of hidden bits, W is the width, and H is the height of the cover image.
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Normal Cross Correlation (NCC): The NCC value is calculated in Eq. (4). The Normalized
Correlation Coefficient (NCC) can be used to assess the robustness of extraction results. If the NCC
value is near 1, the likeness to the original message image is also close [13].

NCC =
∑W

i=1

∑H

j=1 I
(
Xij, Yij

) ∗ I ′ (Xij, Yij

)
√∑W

i=1

∑H

j=1 I
(
Xij, Yij

)√∑W

i=1

∑H

j=1

(
Xij, Yij

) (4)

where W and H are the width and height of the image, I
(
Xij, Yij

)
represents the coordination of the

cover image and, I ′ (Xij, Yij

)
represent the coordination of stego image.

5.2.2 Histogram Analysis

The security level of the proposed methods is evaluated by comparing the cover image histogram
with the stego image. The method is considered secure if there is no significant difference between
them. When the payload is small (2 KB) the histogram of the stego image of the three techniques is
relatively similar to the cover image histogram, implying low distortion. This will be explained in the
next section.

The distortion remained low when the payload capacity was increased (32 KB). Because one
channel was left unaltered and two channels were used for the embedding procedure, those two
channels bore the brunt of the histogram’s distortion. On the other hand, the original cover image’s
histogram and the other channel’s histogram are the same. This will be explained in more detail in the
following section.

5.2.3 The Probability of Detection Using Statistical Attack

The stego images were subjected to statistical analytical attacks such as RS Analysis and Sample
Pairs Analysis to determine the probabilities of detecting the stego images [49]. It is based on the
idea that the statistical characteristics of the cover media, the unaltered file, and the stego media
that contains hidden data are different. The stego image steganography replacement technique
involves hiding information by modifying the least significant bit of pixel values in a digital image.
This technique reduces the difference in frequency between adjacent colors, making the changes
less noticeable to the human eye. However, the number of pairings remains the same, maintaining
the image’s visual quality. The confidentiality of encrypted hidden messages using cryptography
technology can make the hidden information harder to detect through statistical analysis. Even though
the chi-square detection technique can successfully locate images with sequentially embedded data,
it will only work if the data are integrated consecutively. The only images that chi-square detection
technology can find are those that have been continuously implanted with secret messages [50]. For
the stego image to resist statistical attacks, it must achieve a probability of detection near zero (0).
Steganalysis tools save time and offer new attack angles for forensic analysts. StegExpose is a real-
world solution that efficiently analyzes LSB steganography images using proven attacks. Its focus is
intelligently combining steganalytic methods for more accurate results [51].

5.3 Details of Dataset

We use steganography to hide the secret message (binary text) in the cover images and generate
the stego images. Each cover image will conceal 1000 random-length secret messages to ensure the
safety of the steganography. Since a greater payload may lead to a larger payload, the secret message
length is randomly selected from {2, 4, 8, 16, and 32} kilobytes by combining more than the file. This
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dataset is a collection of newsgroup documents. The ten newsgroups collection has become a popular
data set for experiments in text applications of machine learning techniques, such as text classification
and clustering. This paper will use the same dataset for the steganographic system. Each newsgroup
file in the bundle represents a single newsgroup. Each message in a file is the text of some newsgroup
document posted to that newsgroup. This is a list of the ten newsgroups: “business,” The categories
include “entertainment,” “food,” “graphics,” “historical,” “medical,” “politics,” “space,” “sport,” and
“technology” [52].

This paper’s dataset contains 3000 RGB-BMP images, dimensions 512 × 512, for steganography,
steganalysis, and similar image processing applications. The dataset includes various image captures
such as “paper,” “flowers,” “farmers,” “beach,” “birds,” “river,” “cow,” “grapes,” “strawberries,” and
“trees.” All images are color images with 512 × 512 resolutions from a regular, high-definition camera.
Moreover, we randomly select an additional seven cover images, “Tiffany,” “Pepper,” and “Baboon,”
from the internet as a benchmark. These images have pixel values whose size is 512 × 512, ensuring
that all the resolutions of the cover images match those of the dataset. This paper uses the 3000 image
matrices mentioned above as the cover images [53].

Finally, the number of cover image-containing stego images containing the secret message with a
size of 16 KB, “steganography,” accounts for 10% of all steganographic images, thus leading to a total
of 300 stego images generated by steganography methods.

5.4 Results and Discussion

The simulation results using both the LSB image steganography, pixel indicator technique, and the
proposed method applied to the Tiffany, Pepper, and Baboon benchmarks are shown in this section.
The histogram, PSNR, MSE, NCC, and file size analyses for the dataset are also presented. The salient
outcomes are discussed as follows:

5.4.1 Preparation

Select a set of cover images of varying sizes and content. These images represent a natural scene.
Create a cover image that conceals a secret message. These messages are text files. We will load the
AVL tree method. This technique uses the least significant bit (LSB) substitution method and random
and pixel indicator techniques, where the least significant bits of pixel values are modified to encode
the secret data.

5.4.2 Experimental Steps

Step 1: Load a cover image into the software.

Step 2: Apply the steganography algorithm to embed a secret message within the cover image.

Step 3: Save the modified image as a stego image.

Step 4: Repeat steps one to three for multiple cover images using the same secret message.

Step 5: Randomize the order of the stego images to avoid bias.

Step 6: Prepare a control group by selecting the original cover images without any embedded data.

Step 7: Conduct statistical analysis or evaluation metrics to measure the effectiveness of the
steganography technique.
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5.4.3 Image Steganography Using Benchmarks from the Proposed Method Dataset

The results regarding the imperceptibility compared with similar techniques are shown in Table 5.
PSNR is another popular way of measuring the distortion of the cover image caused by embedding.
It is the relationship between a signal’s maximum value and distortion’s noise power (MSE). A higher
value of PSNR indicates better-quality embedding. As can be seen, the PSNR value (imperceptibility)
of the proposed AVL tree method is highly satisfactory compared with other proposed methods. It
fulfills the imperceptibility requirement at this stage since the MSE of this method converges to zero
for all compared proposed methods. Fig. 6 shows the cover image “Tiffany” and the stego image after
the proposed method is used.

Table 5: Results of the AVL tree proposed method

Cover capacity Tiffany Baboon Pepper

Text file size (KB) MSE PSNR NCC MSE PSNR NCC MSE PSNR NCC

1 0.0209 64.92 1.00 0.0218 64.75 1.00 0.0195 65.23 1.00
2 0.0392 62.20 1.00 0.0416 61.94 1.00 0.0373 62.42 1.00
4 0.0787 59.17 1.00 0.0820 58.99 1.00 0.0727 59.51 1.00
8 0.1573 56.16 1.00 0.1647 55.96 1.00 0.1466 56.49 1.00
16 0.3211 53.06 1.00 0.3249 53.01 1.00 0.2931 53.46 1.00
32 0.5720 50.56 1.00 0.5310 50.88 1.00 0.5326 50.87 1.00

Figure 6: Tiffany’s sample for Cover and Stego images (a) Cover image; (b) Stego image

Table 5 shows the metric results (MSE, PSNR, and NCC) of the proposed AVL tree method,
tested on benchmarks (Tiffany, Baboon, and Pepper) with different plaintext file sizes (1, 2, 4, 8, 16,
and 32 kilobytes). It is evident from Fig. 7 that the PSNR values of the cover object are approximately
the same as those of the stego image for all three RGB layers. This indicates that the proposed method
does not damage the cover object, and the stego image quality is sufficient to resist attacks from any
harmful intruder. Additionally, comparing the results across all RGB layers shows that the PSNR
values do not vary significantly. This consistency is due to the AVL tree technique, which hides secret
message bits randomly in the cover image without sharing a stego key, as discussed in this proposed
method. This technique embeds the secret message bits into the two significant bits of the red and
blue channels, resulting in similar statistics for both the cover and stego objects. We achieve this by
alternately hiding the two bits, once in the red channel and the next time in the blue channel.
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Figure 7: Tiffany.bmp (512 × 512) Histogram with a secret message size of 2 KB

The results of the proposed method are presented in line diagrams and tables, which authenti-
cate the success of the proposed approach over existing methods. Figs. 7 through 12 represent the
histograms of cover images vs. stego images for the benchmarks (Tiffany, Baboon, and Pepper).
These figures were captured (via screenshots) from the developed AVLTreeStego App. As shown in
Table 5, the benchmark results have a PSNR greater than 50 dB, indicating the high imperceptibility
of the proposed method. Additionally, the mean standard error for this experiment is low, reflecting
undetectable distortion and high image quality, with a Nice Cross-Correlation (NCC) of 1.0. This
algorithm shows high imperceptibility because, when compared with recent research, the PSNR is
consistently better than others except in studies [10] and [38]. In [38], the authors hide one character
per pixel, whereas the AVL tree method hides only four bits. In [10], the image distortion is high due
to a high MSE. The MSE of the AVL tree method is also better than that of other proposed methods,
indicating high stego image quality. Furthermore, all compared methods use a stego key to conceal
secret messages in the cover image, which must be shared with the recipient, but the AVL tree method
does not. The capacity of this proposed method is also commendable.

5.4.4 Image Steganography Using Comparative Methods Benchmarks

In Table 6, the results of the comparative methods [8–10,30], and [36–38] are listed and compared
with the proposed AVL tree method. These methods were tested on different 24-bit RGB cover images
of various sizes (256 × 256, 481 × 321, or 512 × 512) and with different secret message lengths
(114 bytes, 2 kilobytes, 5.3 kilobytes, 8 kilobytes, 10 kilobytes, and 18 kilobytes).
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Table 6: Comparison of MSE and PSNR of the proposed method (AVL tree) with other techniques

Criteria [8] AVL tree [9] AVL tree [10] AVL tree [30] AVL tree [36] AVL tree [37] AVL tree [38] AVL tree

File size 114 bytes 18 KBytes 18 KBytes 10 KBytes 8 KBytes 5.3 KBytes 2 KBytes

Image size 512 × 512 512 × 512 512 × 512 512 × 512 481 × 32 256 × 256 512 × 512

PNSR 48.3 76.5 40.5 53.0 67.3 54.13 48.40 56.98 49.9 52.16 59.69 66.81 69.3 63.9

MSE 0.95 0.001 7.67 0.33 2.55 0.251 0.939 0.130 – 0.396 0.007 0.014 0.01 0.026

Colored Yes Yes Yes Yes Yes Yes Yes Yes Yes Yes Yes Yes Yes Yes

Share keys Yes No Yes No Yes No Yes No Yes No Yes No Yes No

The methods were tested on the same samples (cover images and secret messages). The PSNR
results of [8,9,30] and [36] are above 50 dB, while those of [10], and [37,38] are below 50 dB. All
proposed methods were shared with the recipient using stego keys. Testing the same dataset revealed
that the suggested method had a PSNR of over 50 dB. The proposed method does not share any stego
keys. Figs. 7 to 12 show some of the images’ histograms. The small payload (2 KB) (Figs. 7, 9, and 11)
resulted in a similar histogram for the stego image, where the payload capacity increased to 32 KB,
resulting in low distortion as shown in Figs. 8, 10, and 12.

Figure 8: Tiffany.bmp (512 × 512) Histogram with a secret message size of 32 KB
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Figure 9: Baboon.bmp (512 × 512) Histogram with a secret message size of 2 KB

Figure 10: Baboon.bmp (512 × 512) Histogram with a secret message size 32 KB
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Figure 11: Pepper.bmp (512 × 512) Histogram with a secret message size of 2 KB

Figure 12: Pepper.bmp (512 × 512) Histogram with a secret message size of 32 KB
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5.4.5 Image Steganography Using Benchmark of Proposed Methods

The probabilities of detecting the stego images with RS and chi-square using the StegoExpose tool
[51] have averages of 0.05408144 for the RS Analysis and 0.13303362 for the chi-square analysis. When
the same samples of the [8] method are tested with the proposed AVL tree data structure proposed
method, the results show averages of 0.13303362 for the RS analysis and 0.05408144 for the chi-square
analysis.

In Table 7, the results of the comparative method [8] are provided for security analysis obtained
for the sample of stego images in Fig. 13.

Table 7: Security analysis comparison between [8] and AVL tree data structure proposed method

Method [8] AVL tree data structure method

Images Chi-Square RS Analysis Chi-Square RS Analysis
Butterfly 0.02026724 0.02654193 0.25961672 0.16178021
Apple 0.29121700 0.01922108 0.24458866 0.01447541
Building 0.00509353 0.00480165 0.00315208 0.01529719
Fruit 0.02162384 0.02754041 0.02477702 0.02477294
Average 0.08455040 0.01952627 0.13303362 0.05408144

Figure 13: Cover samples for proposed method reprinted with permission from Tiwari et al. [8]

6 Discussion

As mentioned in Section 2, randomization techniques were used in many proposed methods to add
more security to the hidden bits by selecting the pixels randomly. These techniques achieved random
pixel selection differently. Many techniques use PRNG with seed keys like [9] and [37], while other
proposed methods use mathematical equations to generate a random sequence number like [8,30], and
[38]. The proposed methods [10,36] use patterns and matrices stored in files. All mentioned random
techniques require sharing keys with the recipients. However, the method suggested in this paper does
not share the stego key with the recipient to extract the secret data from the stego image, as it uses an
AVL tree and queue data structure. The AVL tree data structure has the properties of sorted data and
balanced node access, which is more efficient since accessing the tree nodes is O(log n). New integer
nodes are added to the tree on the left side of the parent if their value is less than the parent node’s
value. Greater or equal values are placed on the right side after constructing the AVL tree, as shown
in Fig. 3, based on the integer values of the green channel. This channel is sensitive to human eyes,
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so changes may be detected quickly. The traversal of the tree level by level can be done using a queue
data structure. The root node is added to the queue. While the queue is not empty, access the root
node and pop it from the queue. If the root has left or right nodes, push them to the queue. In this
technique, the proposed method can access all nodes from top to bottom and from left to right, level
by level, as shown in Fig. 3. These nodes [5, 3, 27, 15, 4, 19, . . . , 38] are accessed randomly as tagged
with the red numbers representing the pixels from the cover image. While traversing nodes of the tree
from top to bottom, the 2-bit LSB of each red and blue channel will be altered with bits of length and
secret message based on the two least significant bits of the green channel. The fluctuation between
the red and blue channels to hide the message bits of a secret message depending on the two least
significant bits of the green channel will enhance security because the sequence of hidden bits will not
be in consecutive channels.

One of the main advantages of using the AVL tree data structure is sorting the object nodes in
order. Traversing the AVL tree sequentially from left, parent, and right will result in an orderly printing
of this tree. When the AVL tree in the figure is traversed, the result will be like 7, 10, 10, 14, 21, 22, . . . ,
215. This property is potent for sorting the color intensity in ascending order. So, when hiding two
bits in LSB, the value of the red or blue channel will be incremented by +3, +2, +1, or decremented
by –1, –2, –3, or unchanged. As a result, the changes in red and blue channels will be undetectable
by attacker tools like StegoExpose. Furthermore, this proposed method uses traversal of the node of
the AVL tree level by level to conceal the secret message bits in nonadjacent pixels to enhance the
security level because when the bits are hidden in nonadjacent pixels, the attack tools, which depend
on statistical analysis, cannot detect the existence of a bit or bits in these pixels.

When the AVL method is compared with the proposed method in [8], the tool detects one
(Butterfly.bmp) image out of five from the sample in Fig. 13 that might have concealed data inside.
However, it can detect the secret message, but the estimated file size was 37,008 bytes, which is not
the correct size of the secret message because it was 114 bytes. Also, the extraction of secret messages
cannot be done without an extraction algorithm. The AVL tree data structure showed strong security
against the attack tool, although it doesn’t use any encryption method to encrypt the secret message
as in the method [8].

The chi-square statistical test is the foundation of the chi-square steganalysis algorithm, which
compares the expected distribution of pixel values in a cover image to the distribution in an image
under steganalysis. This method detects hidden information in steganographic methods, which often
involve minor modifications to the image’s statistical characteristics, such as shifting the pixel value
distribution or adding correlations between nearby pixels [49]. Residual statistics (RS) refer to the
statistical properties of differences between original cover media and stego media, obtained by
subtracting the cover media from the stego media [13]. When the statistical results of both techniques
are near zero, the attacker fails to detect the existence of the secret message in the stego images.

The proposed method was tested on a benchmark (Tiffany, Baboon, and Pepper) from the dataset,
and the test showed high security after being checked by the StegoExpose tool. This tool 100% fails
to detect secret messages in the cover images of traditional datasets (Baboon, Tiffany, Pepper) with
different lengths of secret files (1, 2, 3, 4, 5, 8, 16, and 32 KB). When the chi-square test is applied to
the sample images (Tiffany, Baboon, and Pepper) of the research using the StegExpose tool [51], the
probability of detecting the stego images (Tiffany.bmp, Baboon.bmp, and Pepper.bmp) using Chi-
square detection averages is 0.00683106. The results showed that chi-square failed to discover the
existence of the hidden message in the stego image. Also, the suggested scheme shows that the system is
resistant to RS attacks in various payloads. The probability of detecting the stego images (Tiffany.bmp,
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Baboon.bmp, and Pepper.bmp) using RS analysis averages is 0.09962817. The results showed that RS
analysis failed to discover the hidden message in the stego image.

Authors in [8] use the Advance Encryption Standard (AES) algorithm to encrypt the message
before hiding bits in the cover image to show that the proposed algorithm is highly secure. Still, the
AVL tree data structure algorithm showed the same resistance to attackers with approximately the
same results as Table 7 shows without encrypting the message.

It is feasible to spot possible alterations that point to the existence of steganographic content by
comparing the histograms of the stego and cover images. Depending on the needs of the investigation,
the entire image can be subjected to histogram-based steganalysis or just particular sections of interest.
The presence of concealed information can be found by looking at the distribution of pixel values
and finding disparities. It’s crucial to remember that although histogram analysis might be helpful in
steganalysis, it is not infallible.

7 Conclusion and Future Work

In conclusion, the current practice uses simple data structures that do not require a steganographic
context or data modeling. This paper offers more sophisticated data structures, which can be
considered robust against common steganalytic attacks. In steganography, a high PSNR indicates
the hidden data is less detectable, making the stego image appear more like the original cover
image. This ensures that the embedded data remains secure and undetected by casual observers or
automated detection methods. Testing the AVLTree-Steg method on the benchmark demonstrates
high imperceptibility, with the PSNR exceeding 50 dB for all tested benchmark step images. The
MSE is critical in steganography as it quantifies the average squared difference between the cover and
stego images. A lower MSE indicates that the stego image closely resembles the original cover image,
reducing the likelihood of detecting hidden data. Minimal distortion is essential for maintaining the
cover image’s quality and ensuring the steganographic method’s security and effectiveness.

The proposed method demonstrates a low MSE, indicating minimal distortion between the cover
and stego images. The NCC measures the similarity between the original cover image and the stego
image, with a value close to 1.0 indicating strong similarity. This NCC value is crucial as it guarantees
the inconspicuousness of the embedded data and the preservation of the cover image integrity. All
stego images in the benchmark exhibit an NCC of approximately 1.0. Moreover, when comparing the
benchmark images to the stego images, the histograms of all channels closely match those of the cover
images, indicating the method’s excellent security.

Comparing the AVLTree-Steg method with other recent methods reveals high imperceptibility
and large capacity. Furthermore, the proposed method has a high level of security, as steganalysis
tools cannot detect it. This work uses an AVL tree in steganography to generate random pixel
locations that conceal secret bits. This paper implements a randomization technique that eliminates
the need for sharing stego keys, significantly reducing the risk of interception or unauthorized access.
Steganography becomes inherently secure without the need for stego keys. One example of keyless
steganography is using image-based techniques, where secret messages are hidden within the pixel
values of an image. By slightly altering the least significant bits of the image’s pixels, hidden data
can be embedded without noticeable changes to image quality. This method allows the message to be
extracted simply by reversing the pixel alterations. This paper demonstrates improved imperceptibility,
by altering the red or blue pixels of the cover image to occur in a different order. This AVL tree
contains information from top to bottom and left to right, enhancing the concealment method and
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significantly reducing the detectability of hidden data. The node-hiding process relies on the green
channel, providing consistent results when analyzing the tree horizontally and level-by-level.

In the future, we can enhance capacity by concealing confidential data in all channels of the cover
image and altering pixels based on various criteria. By distributing hidden data more evenly across the
red, green, and blue channels, we can increase the overall capacity and improve the imperceptibility
of the cover image. We can embed a higher volume of confidential information using this approach
without compromising the visual quality of the cover image. Additionally, spreading the data across
multiple channels reduces the likelihood of detection, as changes in pixel values are less concentrated
and, therefore less noticeable. We can also encrypt sensitive bits before embedding them inside the
cover image. We will also explore using alternative data structures, such as a hash, heap, stack, queue,
or graph, to improve capacity, imperceptibility, efficiency, or security. These data structures can store
a secret message that is extremely difficult to decipher. It is possible to further improve the security of
a secret message by encrypting it with encryption algorithms. For instance, the Advanced Encryption
Standard (AES) is widely used to secure sensitive data. AES is known for its robustness and efficiency,
making it a popular choice for both government and commercial applications. By using AES, you can
ensure that your message remains confidential and protected from unauthorized access. Finally, we can
utilize compression algorithms, such as Huffman coding, to further reduce the encrypted messages,
and improve the overall security of the method.
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