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Abstract: There are many cloud data security techniques and algorithms
available that can be used to detect attacks on cloud data, but these techniques
and algorithms cannot be used to protect data from an attacker. Cloud
cryptography is the best way to transmit data in a secure and reliable format.
Various researchers have developed various mechanisms to transfer data
securely, which can convert data from readable to unreadable, but these algo-
rithms are not sufficient to provide complete data security. Each algorithm
has some data security issues. If some effective data protection techniques
are used, the attacker will not be able to decipher the encrypted data, and
even if the attacker tries to tamper with the data, the attacker will not have
access to the original data. In this paper, various data security techniques are
developed, which can be used to protect the data from attackers completely.
First, a customized American Standard Code for Information Interchange
(ASCII) table is developed. The value of each Index is defined in a customized
ASCII table. When an attacker tries to decrypt the data, the attacker always
tries to apply the predefined ASCII table on the Ciphertext, which in a way,
can be helpful for the attacker to decrypt the data. After that, a radix 64-bit
encryption mechanism is used, with the help of which the number of cipher
data is doubled from the original data. When the number of cipher values is
double the original data, the attacker tries to decrypt each value. Instead of
getting the original data, the attacker gets such data that has no relation to
the original data. After that, a Hill Matrix algorithm is created, with the help
of which a key is generated that is used in the exact plain text for which it is
created, and this Key cannot be used in any other plain text. The boundaries
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of each Hill text work up to that text. The techniques used in this paper are
compared with those used in various papers and discussed that how far the
current algorithm is better than all other algorithms. Then, the Kasiski test
is used to verify the validity of the proposed algorithm and found that, if the
proposed algorithm is used for data encryption, so an attacker cannot break
the proposed algorithm security using any technique or algorithm.

Keywords: Cryptography; symmetric; cipher text; encryption; matrix cipher;
encoding; decoding; hill matrix; 64-bit encryption

1 Introduction

Cloud cryptography is a secure data transmission system that can be used to protect data from
attacks [1]. Whenever an attacker tries to access the data, an attacker uses all possible phishing
algorithms and techniques to gain access to the data from the cloud server [2]. Data can be protected
by two types of security [3], the first is external security and the second is internal security. External
Security means protecting data from outside attacks, while the inner side means protecting data from
inside attacks. A new technology called “mobile cloud computing” describes an infrastructure where
data processing and storage occur outside mobile devices [4]. The Internet of Things is a modern
technology as well. The Internet of Things is a new technology expanding quickly in the telecom
industry. Common outside cloud protection techniques include firewall, authentication, authorization,
and intrusion detection and prevention systems [5], while inside cloud protection techniques include
Cloudflare access control systems and Cloud Shell. Cloud servers are more prone to internal attacks,
which are very difficult to detect. A Cloud Server cannot be saved unless its architecture is fully
protected [6]. By varying the traditional concurrency control algorithms in cloud-fog situations, it is
possible to constantly avoid using the upstream communication channel from the clients to the cloud
server [7].

An Intrusion Detection and Prevention System (IDPS) is a technique to detect and protect data
against internal and external attacks on a cloud server [8]. Whenever an attacker tries to attack a
cloud server, different Intrusion Detection System techniques are used to detect the attack [9], which
include a Host-Based Intrusion Detection System (SIDS) is used for it. In a Signature-Based Intrusion
Detection System (SIDS), incoming packets are compared to existing packets [10]. When the incoming
packets match the existing packets, the user is considered a valid user [11]. If the incoming packets do
not match the existing packets, the user is considered an invalid user, and such users are detected
with the help of SIDS [12]. Network-Based Intrusion Detection System (NIDS) collects incoming and
outgoing network traffic and prevents all harmful traffic [13]. Whenever a user attempts to perform
an unauthorized activity on a network that is not permitted, such a user can be detected through
HIDS [14]. An Anomaly-Based Intrusion Detection System (AIDS) can detect such users whenever
an attacker tries to turn regular traffic into abnormal traffic [15]. In cloud computing, techniques
such as Intrusion Detection System (IDS), firewalls, and cloud flare can detect an attacker [16], and
attackers can be blocked through these techniques, but data cannot be protected. If an attacker gains
access to the cloud server through a phishing mechanism, it is challenging to protect the data from the
attacker. The best way to protect cloud server data from attackers is to use cryptographic techniques
[17]. Different Acronyms or Notations are shown in Table 1.
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Table 1: Acronyms and Notations

Acronyms/notation Words

SIDS Signature-based intrusion detection system
IDPS Intrusion detection and prevention system
HIDS Host-based intrusion detection system
NIDS Network-based intrusion detection
SIDS Signature-based intrusion detection system
AIDS Anomaly-based intrusion detection
K Generated key from key generator
J Key generated from plain text
-> With

There are many data protection techniques, and algorithms available which if used correctly
can detect all malware on cloud servers and keep data safe from attackers. Common data security
techniques include data hiding, 3D image encryption, watermarking and information encryption
[18]. Data Hiding is an efficient technique to protect the data from attackers in which all internal
information is hidden and only the information provided to the users which are required by the users.
If this technique is used for data protection, all information can be prevented from unauthorized use
and access to this data can be provided upon request to authorized users. Image encryption is the
technique of encrypting confidential images using an encryption algorithm so that only authorized
users may decipher them [19]. A watermark is an identification code [20] that is indelibly incorporated
into data and endures any decoding procedure.

Information Encryption is a technique that converts data into formats that are not easy to
understand, known as non-readable formats. Cloud cryptography is divided into two types, the first is
encryption and the second is decryption. Whenever a readable format is converted to a non-readable
format, the process is called encryption [21]. Encryption is a process in which data is secured using
various steps and techniques [21] and converted into an unreadable format. Unreadable text is also
called Ciphertext [22]. Whenever cloud computing data is encrypted, the data can be encrypted in two
ways. One is to use the same Key for encryption and decryption, while the other is to use two different
keys for encryption and decryption [23]. When data is encrypted and decrypted with the same Key,
such process is called symmetric key cryptography. whenever data is encrypted and decrypted with two
different keys, such process is called asymmetric key cryptography. Decryption is used whenever data
is converted from non-readable to readable format [24].

Decryption is a technique that converts non-readable text to readable text [25]. The steps and
techniques used to decrypt the data must be the same as the encrypted time. Only authorized users
can access this data if cryptography is implemented on cloud data [26]. Encryption is always done on
the sender side, while decryption is always done on the receiver side [27]. When an attacker attempts
to gain access to data through a snatching mechanism, the attacker cannot misuse that data despite
receiving data from a cloud server [28] if the attacker interrupts the sender and receiver communication
and tries to snatch the data, as shown in Fig.1. In this case, the attacker gets access to the data but
cannot use it because an attacker can’t decrypt it [29]. When an authentic user tries to access the
same data and uses a precise decryption mechanism, such a user will gain access to the data due to
authenticity [30].
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Figure 1: Data accessibility through cryptography mechanism

1.1 Problem Formulation

Several Researchers have developed cryptographic algorithms to protect cloud data from being
attacked and misused. Some researchers used predefined ASCII tables on matrix-based algorithms to
encrypt data. With the help of a predefined ASCII table, the data can be taken in ciphertext format, but
the data cannot be saved by using it. Some researchers have tried to secure data using one randomized
Key for data encryption and decryption. Data can be encrypted and decrypted with the help of a key,
but the data cannot be completely protected. The data can be more secure if encryption is done with
one Key and decryption is done with two keys. Some researchers developed an algorithm by combining
different algorithms and using a different key in each algorithm. If all these techniques are applied to
any algorithm, the data can be encrypted but not wholly saved. Data can only be protected from an
attacker if various techniques and methods are used for that data that is difficult for the attacker to
access, as described in this article.

1.2 Contribution of Proposed Work

This article develops an efficient cryptography algorithm to secure data, protect cloud data from
attack, and transmit data in a trusted environment. First, plain text is taken, and this Plaintext is
encrypted with a static key. A custom ASCII table is generated to encrypt the data. Whenever an
attacker tries to access data, the attacker always tries to use the default ASCII table. The attack rate
can be reduced if the data is encrypted with a customized ASCII table instead of the predefined ASCII
table. When the Plaintext and static Key are applied to the proposed algorithm, a dynamic key is
generated at the time of encryption. A dynamic key operates on the text from which it is derived.
When the Ciphertext is obtained, the ciphertext values are twice the original values. Whenever an
attacker tries to decrypt data, the attacker tries to decrypt each character. But, when the number of
encrypted texts is more than the original text, the data cannot be decrypted. Whenever a ciphertext is
retrieved, certain values in that Ciphertext are repeated. When an attacker tries to apply a cryptanalysis
mechanism or decrypt each character, the attacker will get confused in the Ciphertext because there will
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be too many repetitions of some values in the Ciphertext, But the data in the backend for each value
will be different, which can only be obtained by dynamic Key, which is the novelty of the proposed
algorithm.

The rest of the paper is organized as follows. Section 2 discusses previous work. Section 3 discusses
the latest work methodology. The proposed methodology is evaluated in Section 4. Section 5 compares
the previous work with the latest work. Section 6 discusses the conclusion.

2 Literature Review

Al-Shabi et al. [31] wanted to identify the performance of each cryptographic algorithm. To
solve this paper, the Researcher collected different symmetric and asymmetric algorithms, compared
all the algorithms used in these papers, and discussed the best algorithms for data protection and
which algorithms can be used to secure data. According to the Researcher, if key-based algorithms for
symmetric cryptography are developed that can be used to transmit cloud data in a secure form, such
a mechanism will make it difficult for attackers to understand and decrypt data. After collecting the
different techniques of each cryptographic algorithm, it was discussed that the efficiency and reliability
of the symmetric cryptographic algorithms are higher than the asymmetric algorithm.

Nurhayati et al. [29] wanted to identify the time complexity of the Hill cipher algorithm, for which
researchers introduced some techniques of the Hill cipher algorithm. In the Hill Cipher algorithm,
the plain text was first equated with different numeric values, then the Key was generated, and the
values were converted to matrix form. After that, the Key and numeric values were multiplied, and the
Ciphertext was obtained. Then, the multiplicative results of the Hill cipher algorithm were applied to
the Strassen algorithm to determine the time complexity of the Hill cipher algorithm.

Whenever data is transmitted over a network, attackers use a man-in-the-middle attack to taint
the data. To solve this problem, Musa et al. [32] developed a Hill cipher algorithm, which put together
different techniques that can be used to prevent such attacks. First, an algorithm was developed to
protect the data from man-in-the-middle attacks and then to encrypt the data, and then a standard
ASCII table was used to encrypt the data. Then, the ASCII values obtained from the Key and plain
text were converted to binary values. The complement of each binary value was taken, and then these
values were converted to decimals. After that, it was converted to ASCII values. The novelty of this
paper is to use all the techniques that can be used to encrypt data in a secure environment.

Bentil et al. [33] wanted to develop a symmetric key encryption algorithm that could be used to
transmit data in a reliable format across cloud networks. The Hill matrix algorithm was developed to
encrypt the data and use the Key to solve this problem. The file was encrypted with a key from the
sender; after that, the file was uploaded to the cloud server with the same Key. When the recipient
decrypts the file, they access it using the same method and Key.

Rohim et al. [34] wanted to encrypt primary key data. Researchers modified the Hill Cipher
algorithm to solve this problem and developed a new algorithm called the Hill Cipher Chain
Algorithm. The purpose of developing this algorithm was to provide security to the Primary Key. In
this algorithm, the primary Key was first converted to ASCII, then these ASCII values were converted
to matrix form, and then a static key was generated. Then, the Ciphertext was obtained by multiplying
the Key with the ASCII values, and the Ciphertext was stored in place of the primary Key.

Ahmed et al. [35] surveyed various papers, described many security techniques and algorithms,
and provided as much information about cryptography as possible to researchers, students, and
inexperienced people. The main purpose of this article is to identify the gaps in cryptography. The
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authors have identified two research gaps. The first gap is that researchers ignore the authentication
process in security, whereas user authentication is the biggest problem for any organization. The second
gap is that many researchers focus only on theory or partial implementation and ignore complete
implementations. The authors have not discussed all the cryptographic algorithms in this paper but
discuss the pros and cons of these algorithms, which can be used for new research.

Hossaim et al. [36] developed an advanced encryption algorithm to protect the data, in which three
different algorithms were combined: play fair, caesar cipher and stream cipher to obtain a ciphertext.
According to the researchers, if these effective algorithms are applied to cloud data, the attack rate
can be reduced, and it will be difficult for an attacker to break the security of such an algorithm.
To secure the data, the Ceaser cipher algorithm was first used, in which encryption was done using a
randomized key, and a cipher text C1 was obtained. After that, the Playfair algorithm was implemented
on C1 Ciphertext, and C1 ciphertext was obtained by encrypting the data, and then Ciphertext was
obtained using the stream cipher algorithm. In these algorithms, data security is given by three different
keys, and during decryption, these three keys must be used in sequence; otherwise, data decryption is
impossible.

3 Proposed Algorithm

This paper developed an Advance Hill matrix algorithm and Radix-64-bit encryption to secure
cloud data. Using it efficiently can protect the data from the attacker. If an attacker tries to decrypt
the data, the attacker cannot decrypt it due to the use of different keys and the increase in the number
of data

3.1 Customized ASCII Table

A customized ASCII table is a user-defined table that can be used only by the user who has
developed the customized ASCII table. When an attacker develops a data decryption mechanism,
the attacker always tries to use a predefined ASCII table. When data is converted from plain text to
Ciphertext, various researchers use predefined ASCII tables that can be helpful for attackers in data
decryption. If a customized ASCII table is used instead of the standard ASCII table, it will be difficult
for an attacker to access the indexes of the customized ASCII table and store values in those indexes;
as a result, the attacker will get data that has no relation to the original data instead of the original
data. With the help of a customized ASCII table, the data can be provided with more security than
the predefined ASCII table. If the customized ASCII table is used to secure the data, the algorithm’s
efficiency can increase further. A complete Customized ASCII table is shown in Table 2.

3.2 Data Encryption Process

To prevent cloud data from being misused by the attacker, plain text is first to be taken, and this
plain text is converted to its equivalent customized ASCII . Then these customized ASCII values are
converted to binary. Afterward, the Key Generator generates a Randomized Key “K” in binary form;
then, the Key is XORed with plain text binary values. After XORing the Key and plain text values, the
Radix 64-bit encryption algorithm is implemented on the result obtained. In Radix-64-bit encryption,
bits are divided into a 6-bits group and completed with the pairs. If the last pair is incomplete, the
bits “0” are appended according to the length, and the decimal values are obtained. The radix 64-bit
encryption mechanism makes the cipher values double the original values. When the value of the cipher
text is higher than the original value, it will be difficult for an attacker to decrypt the cipher values.
After getting the values from the radix 64-bit mechanism, the Hill Matrix algorithm is implemented.
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The Hill Matrix algorithm first converts decimal values to a 1 × 2 matrix. 1 × 2 matrix means one
column and two rows. The formula “X = C–K” is used after converting to a 1 × 2 matrix. When XOR
bits-results are converted to decimal, they are represented by “C.” When the Key generated by the key
generator is converted to decimal, represented by “K.” When the “X = C – K” formula is implemented.
A Key “J” is generated. The value of “J” will be different for each text. After that, convert the values
of “X” into the decimal format, and each ASCII value is equalized to its ASCII. Then cipher text is
generated. A complete encryption process is shown in Fig. 2.

Table 2: Customized ASCII table

Figure 2: Encryption mechanism

3.2.1 Radix-64 Bit Encryption

A Radix 64-bit encryption mechanism is developed to secure the data, increasing the amount of
data. The reason for increasing the amount of data is that when an algorithm is implemented on every
character, the attacker tries to change every character from non-readable text to readable text. If the
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number of original text increases during encryption, the attacker cannot get the original data when
trying to decrypt each character, which is the best way to secure the data. In Radix 64-bit encryption
mechanism, XOR results are first converted into a 6-bits binary to complete the pairs. If the pair is
not complete, append a “0” to the end of the binary values, which are not complete, and each 6-
bit value is converted to decimal format. If all 6-bit pairs are completed, then directly convert 6-bit
values to decimal format; after that Hill matrix encryption algorithm is implemented on Radix 64 bits
encryption results. Various steps to convert data from Plaintext to Ciphertext are shown in Fig. 3.

Figure 3: Encryption flowchart

3.2.2 Hill Matrix Encryption

A Hill Matrix algorithm is developed to generate a unique key that belongs to this text to get the
Key from plain text. The Key derived from each plain text is different from the other plain text, and
this Key will only belong to that text. When the values are obtained from the Radix-64-bit encryption
mechanism, the Hill matrix algorithm is implemented on these values. A 1 × 2 matrix algorithm is
used in the Hill Matrix Algorithm. 1 × 2 matrix means one column and two rows in a matrix. In a 1 ×
2 matrix, the Key “K” and XOR results “C” are converted to 1 × 2 matrix form, and then the formula
“X = C–K” is implemented to obtain a random key for each text and a cipher value. After that, the
values of “X” are converted into equivalent ASCII, and Ciphertext is obtained.

3.3 Data Decryption Process

To convert Ciphertext to plain text, the Ciphertext is converted to ASCII values, and then the
ASCII is converted to a 1 × 2 matrix. After that, “C = A + J” is implemented, as shown in Fig. 3.
When ASCII values are converted to a 1 × 2 matrix, the matrix values are represented by the “A,”
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while the “J” is the Key derived from the plain text. The results obtained from “A + J” is represented
as “C,”. Various steps to convert the cipher text to plaintext are shown in Fig. 4.

Figure 4: Decryption flowchart

After that, each decimal value is converted to a 6-bits binary. After converting to bits “B”, these bits
are XORed with Key “K”, and the result of XOR is converted to decimal. When the bits are converted
to decimal, these decimal values are converted to equivalent ASCII , and then the plain text is obtained.
The decryption Mechanism is shown in Fig. 5.

Figure 5: Decryption mechanism
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Algorithm 1: Encryption
Input: Plain text
Output: Cipher text
1. Plain Text
2. Convert each character of plain text into its equivalent ASCII value.
3. Convert each ASCII value to an 8-bit binary.
4. Generate a randomized key in binary form from the Key Generator.
5. Convert binary values of the Key into ASCII form by making pairs of 8.
6. XOR step 3 with step 5.
7. Apply Radix 64-bit encoding on the results of XOR

a. make 6-bit binary groups.
b. Convert 6-bit binary groups to decimals.
c. IF [(Bits)! = (PAIR_OF_6)] THEN append bits values and complete the pairs

8. Convert Radix 64-bits results values into the decimal format.
9. Apply Hill Matrix Encryption algorithm.

a. Convert Key “K” and XOR result “C” into a 1C2R matrix.
b. Implement “X = C – K” on the 1 × 2 matrix.
IF (FIRST_INDEX_MATIX(C)) < (CORRESPONDING_MATRIX (K))

THEN REPLACE (SECOND_MATRIX_VALUE) -> (FIRST_MATRIX_VALUE)
GET KEY_2

10. Convert the values of “X” obtained in step 9 into ASCII values.
11. Get the cipher text

Algorithm 2: Decryption
Input: Cipher text
Output: Plain text
1. Ciphertext
2. Convert each value of cipher text into its equivalent ASCII .
3. Convert ASCII values to 1 × 2 matrix form by making pairs.
4. Apply “C = A + J” on the matrices; where “A” is the ASCII matrix and “J” is key-2 obtained in
encryption
5. Convert values of “C” into a 6-bit binary.
6. Make 8-bit binary groups from the binary values obtained in step 4.
7. XOR the binary values (obtained in step 5) with the Key generated in encryption.
8. Convert binary values into decimals.
9. Convert each decimal to its equivalent ASCII .
10. Get the plain text.

4 Testing
4.1 Encryption Algorithm

Step 1: First, plain text is taken for encryption, as shown in Fig. 6.

Step 2: Each plain text character is converted to its equivalent ASCII with the help of customized
ASCII tables, as shown in Fig. 7.
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Figure 6: Plain text

Figure 7: Customized ASCII value of the plaintext

Step 3: After converting each character to ASCII , each value is converted to bits, as shown in
Fig. 8.

Figure 8: ASCII to binary conversion

Step 4: To provide data security, a Key “K” is generated from the Key Generator, and the binary
bits “B” obtained from each text are XORed with the Key “K” according to the formula given below,
as shown in Fig. 9.

Figure 9: XOR formula

After XORing the bits and Key, the result “C” is obtained, as shown in Fig. 10.

Figure 10: XOR result of “B” and “K”

Step 6: To increase the number of cipher text, radix 64-bit encryption is implemented on XOR
result, with the help of which the number of cipher text is increased from the actual data, for which
groups of 6-bits are created. The groups are represented with “G”, as shown in Fig. 11. XOR results
are represented with “C”, while the Key is represented with “K”, as shown in Fig. 9.

Step 7: Binary values obtained from radix 64-bit encryptions are converted to decimal, as shown
in Fig. 12.

Step 8: After converting to decimal, values are converted to matrix form by making pairs, as shown
in Fig. 13.

Step 9: After conversion to matrix form, “X = C–K” is implemented on the matrix, as shown in
Fig. 14.

If the value of any index of the first matrix is smaller than the second matrix, then the value of the
second matrix is replaced by the value of the first matrix., as shown in Fig. 15.
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Figure 11: Radix 64-bit encryption

Figure 12: Binary to decimal

Figure 13: 1C2R matrix

Figure 14: Subtraction of matrix

Figure 15: Matrix index replacement

After replacing the “K” matrix value, obtained values are used as Key-2 in decryption. Values of
Key-2 are represented with “J,” as shown in Fig. 16.

Figure 16: Key2

After obtaining the value of “J,” results are obtained in matrix form using the formula “X =
C–K,” as shown in Fig. 17.

Figure 17: Matrix subtraction result

Step 10: Each matrix value is converted to its equivalent ASCII , as shown in Fig. 18.
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Figure 18: ASCII values

Step 11: The result obtained after equalizing each character to its equivalent ASCII is cipher text,
as shown in Fig. 19.

Figure 19: Cipher text

4.2 Decryption Algorithm

Step 1: The cipher text, as shown in Fig. 20, is the input to the proposed decryption algorithm

Figure 20: Cipher text

Step 2: Each cipher text character is converted to its equivalent ASCII , as shown in Fig. 21.

Figure 21: ASCII values of cipher characters

Step 3: After converting to ASCII , values are converted to matrix form by making pairs, as shown
in Fig. 22.

Figure 22: Matrix form

Step 4: After converting to matrix form, values are added with the Key “J” derived from the text
in encryption using “C = A + J,” as shown in Fig. 23.

Figure 23: Matrix addition

After adding matrices, a result is obtained, as shown in Fig. 24.

Step 5: Decimal values obtained from matrix addition are converted to 6-bit binary, as shown in
Fig. 25.

6 Bit binary is converted to 8-bit binary to obtain plain text, as shown in Fig. 26.
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Figure 24: Result of matrix addition

Figure 25: 6-bit binary

Figure 26: 8-bit binary

Step 6: After obtaining 8-bit binary, binary bits are XORed with key-1 “K” generated in encryption
using “Z = C ⊕ K,” as shown in Fig. 27.

Figure 27: XOR results

Step 7: The values obtained from XOR are converted to 8-bit binary pairs, and 8-bit binary pairs
are converted to decimals, as shown in Fig. 28.

Figure 28: Binary to decimal

Step 8: After decimal conversion, each decimal value is converted to its equivalent ASCII and
plain text is obtained, as shown in Figs. 29 and 30.

Figure 29: ASCII values

Figure 30: Plain text

4.2.1 Testing-1

After encrypting and decrypting a simple plaintext, more different plaintexts are taken to check the
algorithm’s efficiency. Different keys are used, and the proposed algorithm is implemented to obtain
different ciphertexts. Firstly, the Plaintext is taken, as shown in Fig. 31. This Plaintext is encrypted by
a static key, “hello”.
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Figure 31: Testing 1 plain text

After implementing the encryption mechanism on the Plaintext, an encrypted text is obtained, as
shown in Fig. 32.

Figure 32: Testing 1 ciphertext

4.2.2 Testing-2

A new plain text is taken to recheck the algorithm’s efficiency, as shown in Fig. 33. A static key,
“fish,” is used to encrypt the data, and an encryption mechanism is implemented on the plain text.

Figure 33: Testing 2 plaintext

After implementing the encryption mechanism on the Plaintext, an encrypted text is obtained, as
shown in Fig. 34.

Figure 34: Testing 2 ciphertext

4.2.3 Testing-3

The data is encrypted at different Key and text lengths, and different results are obtained. A
complete sentence is taken as input to check the algorithm’s efficiency for the third time, as shown
in Fig. 35, and this text is encrypted with a static key “cat”.

Figure 35: Testing 3 plaintext

After implementing the encryption mechanism on the Plaintext, a ciphertext text is obtained, as
shown in Fig. 36.

Figure 36: Testing 3 ciphertext

In testing-1, the length of the plain text is 17, while the length of the Ciphertext is 22. In testing
2, the length of the plain text is 25, while the length of the Ciphertext is 34. In testing 3, the length
of the plain text is 58, while the length of the Ciphertext is 74. As many plaintexts are converted into
Ciphertext with the help of the proposed algorithm in which 95% of the Ciphertext consists of “ ”.
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Table 3: Different testing results

Testing Plain text Plaintext
length (P)

Cipher text Cipher text
length (C)

Length
difference
(L) − C−P

1 W@jiha 6 ¤ a 8 6 – 8 = 2
2 Written By

Nadeem
15 ć ‘ 21 21 – 15 = 6

3 Researcher name
is Dr.Ali

25
Q ¤

D ∂

34 34 – 25 = 9

4 This research
article based on
secure
cryptographic
system

58 b ¬ą s
q 1
D D ¬

Q r 1

! 3

74 74 – 58 = 16

In Table 3, whenever data is encrypted, each character is a corresponding cipher value. In very
rare cases, it happens that 95% of the text in the Ciphertext is the same. When the cipher text is in
such a form, it becomes very difficult for the attacker to develop a decryption mechanism, and it
will be impossible to find the Key from such a ciphertext. The Ciphertext can be converted back to
Plaintext by applying the same Key to the Ciphertext generated from the Plaintext. Data decryption
is impossible unless the Key developed from the proposed paper is used during the decryption. 95%
of the cipher values obtained from Testing-1 to Testing-3 are the same, which cannot be decrypted.

After testing the algorithm at different times, the space and time complexity of encryption and
decryption is determined, yielding different results, as shown in Tables 4 and 5.

Table 4: Time and space complexity of encryption mechanism

Sr# Plain text
length

Static key
length

Enc. time (s) Ciphertext
length

Plain text
memory
allocation

Cipher text
memory allocation

1 6 6 104.13 8 11.7 KB 11.8 KB
2 17 5 110.41 22 11.8 KB 11.9 KB
3 25 4 125.15 34 11.9 KB 12.0 KB
4 58 3 142.37 74 12.1 KB 12.4 KB

4.3 Cryptanalysis

Cryptography is a data encryption technique in which data is converted into a format that cannot
be easily deciphered. In cryptography, each character is encrypted with a Key to convert this data
from readable to unreadable format. Whenever data is converted into a secret format or coded form,
the process is called encryption. When a cryptographic code is deciphered, or the Key is obtained
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from that code, such a process is called cryptanalysis. In cryptanalysis, the Key is determined by using
the Ciphertext. This paper uses two cryptanalysis algorithms to determine the proposed algorithm’s
efficiency: The Key Cryptanalysis Algorithm by Plaintext and Ciphertext and the Key Cryptanalysis
Algorithm by Ciphertext. In the proposed algorithm, data encryption is done with one Key, while
decryption is done with two different keys. A static key is used for data encryption, while a random
key is first used for decryption, and then a static key is used. A dynamic key is generated from each
Plaintext and has access only to that Plaintext. Two different algorithms check the performance of the
Key obtained from the proposed algorithm.

Table 5: Time and space complexity of decryption mechanism

Sr# Ciphertext
length

Dynamic key
length

Static key
length

Enc. time (s) Cipher text
memory
allocation

Plain text
memory
allocation

1 8 8 6 107.41 11.8 KB 11.7 KB
2 22 22 5 107.26 11.9 KB 11.8 KB
3 34 34 4 129.45 12.0 KB 11.9 KB
4 74 74 3 146.19 12.4 KB 12.1 KB

First, the efficiency of the dynamic Key obtained from the proposed algorithm is determined from
the Key Cryptanalysis Algorithm by Plaintext and Ciphertext. Secondly, the efficiency of the Dynamic
Key is determined by using the Key Cryptanalysis Algorithm by the Ciphertext. The reason for using
two different algorithms is that the proposed algorithm’s performance and each dynamic Key obtained
from this algorithm can be determined in two different scenarios, as discussed in Sections 4.3.1 and
4.3.2.

4.3.1 Cryptanalysis by Plain Text and Cipher Text

In Key Cryptanalysis Algorithm by Plain text and Cipher text, an algorithm is applied to the
Plaintext and Ciphertext to determine the Key “J”, as shown in Fig. 37. The reason for implementing
the cryptanalysis on the dynamic Key is that if the proposed algorithm generates a unique key, then this
Key can be obtained quickly or not. A cryptographic attack is always from an insider in cyberspace,
and this attack can be possible when the attacker accesses cyberspace.

Figure 37: Plain text and cipher text cryptanalysis

In the Key cryptanalysis algorithm by Plaintext and Ciphertext, firstly, a plain text “T” and one
ciphertext “C” is taken and then identify the length of plain text “T” and Ciphertext “C”. Using any
algorithm, the Key can be determined only when the length of the Plaintext and Ciphertext is equal.
To check the proposed algorithm’s novelty, testing is done using different plain text and keys and
then obtaining the different cipher text length results, as shown in Table 6. After that, the length of
different Ciphertext and Plaintexts is estimated. Any decryption algorithm can be applied only when
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both lengths are equal. If neither the Ciphertext nor the Plaintext is of equal length, one is made equal
to the other, and then any algorithm can be implemented. In Table 6, the lengths of the two are not
equal due to the different sizes of the Plaintext and Ciphertext. The length of the Plaintext cannot
be equal to the Ciphertext, nor can it be equal to the Plaintext by adding values to the Ciphertext.
This means that if the proposed algorithm is used and the attacker has Ciphertext and Plaintext, the
attacker cannot know the dynamic Key, which is the novelty of the proposed algorithm.

Table 6: Results of plaintext and ciphertext cryptanalysis

Sr# Plaintext Text length
(T)

Ciphertext
length (C)

Length
equalization
(T, C)

Key identification
algorithm

Key
identification

1 W@jiha 6 8 T �= C No No
2 Written By Nadeem 17 22 T �= C No No
3 The Researcher’s name

is Dr. Ali
25 34 T �= C No No

4 This research article
based on secure
cryptographic system

58 74 T �= C No No

4.3.2 Cipher Text Cryptanalysis

Determining the Key “J” from the Ciphertext is very difficult, but with the help of the Index of
coincidence, it may be possible to find the length of the Key. In this paper, to check the efficiency of
the proposed algorithm, the ciphertext cryptanalysis algorithm is implemented on different ciphertext
values, and the Key’s length is determined. The Ciphertext Cryptanalysis algorithm is shown in Fig. 38.

Figure 38: Cipher text cryptanalysis

In ciphertext cryptanalysis, Plaintext is first taken, and the Ciphertext “C” is obtained by
implementing the proposed algorithm on this plain text. After obtaining the Ciphertext, the length
of the text is determined by implementing a cryptanalysis mechanism on the Ciphertext and then key
identification is made.

Algorithm 3: Kasiski test
Input: Ciphertext
Output: Key Identification

1. Ciphertext
2. Find the repeatable value from the Ciphertext
3. Find the indexes of each repeatable value.
4. Implement Kasiski Key Length Algorithm

(Continued)
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Algorithm 3: Continued
Find the Distance between the first value and with nth value “X = Y1 − Yn”
Find the GCD of distances.

5. KEY_LENGTH verification by using step 4.
6. IF KEY_LENGTH = = CIPHERTEXT_LENGTH then GOTO Step 7

ELSE! (KEY_IDENTIFICATION) and GOTO 9.
7. Apply the Index of coincidence Algorithm

Ic(X) = (Favorable case/Total Possible Cases)
Ic(X) = ((fi)/n)

8. Kasiski Key
9. Exit

The Kasiski Test is implemented on the ciphertext text to derive the Key. Firstly, find out the values
that are repeated in the Ciphertext. If the values are repeating, there may be a possibility of finding the
Key. If there is no repetition, the length of the Key used in the Ciphertext is equal to the length of the
Plaintext. After finding the repeating values from the Ciphertext, the Index of each repeating value
is determined. After finding out all the indexes, the Kasiski key length algorithm is implemented.
In the Kasiski Key Length Algorithm, the Distance of index-1 is compared to all nth-indexes. After
determining the Distance, the GCD of the values obtained from the Distance will be determined. The
reason for finding the GCD is the probability of key length. For length verification, the dynamic Key
obtained from the proposed paper is equalized to the Kasiski Key. If both are of equal length, Key
identification is possible. In the Kasiski test, the key length is determined from the Ciphertext, but
this paper compares the proposed algorithm key and the Key obtained by the Kasiski test to determine
whether they are equal in length. If both lengths are equal, then the Index of coincidence algorithm
cannot be implemented, as shown in Table 7. The Index of coincidence identifies the favorable cases
and total possible cases. The favorable case means what the probability that two random numbers are
equal. Total possible cases mean how many possible ways there are to find the length of the Key. In this
paper, when Plaintext is converted to Ciphertext, a dynamic key is obtained during encryption, and
95% of the encrypted text is “ ”. It is impossible to break such a text, nor can such a ciphertext be
decrypted because the value “ ” used in the Ciphertext will not allow any algorithm to execute, and
this text can be decrypted only by the Dynamic Key developed by this proposed algorithm.

Table 7: Results of ciphertext cryptanalysis

Proposed algorithm Kasiski test

Testing Ciphertext
length

Dynamic key
length (D)

Kasiski key
length
algorithm
results (L)

Length
equalization
(D, L)

Index of
coincidence
algorithm

Key
identify

1 8 8 1 D �= L No No
2 22 22 3 D �= L No No
3 34 34 4 D �= L No No
4 74 74 6 D �= L No No
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After implementing the cryptanalysis algorithm in two different scenarios, it is concluded that 95%
of the Ciphertext obtained from the proposed algorithm depends on one character that is impossible
to break. The attacker’s first attempt is to implement a Kasiski test whenever an attacker tries to
implement any mechanism. The probability of finding the actual Key from the Ciphertext can be done
with the help of the Kasiski test. In this paper, key identification is made in two different scenarios, but
no mechanism can be implemented by repeating a character. When an attacker obtains such encrypted
data, the attacker will be confused with the Ciphertext, and no mechanism will be able to enforce that
Ciphertext. If the proposed algorithm is used for cloud data, its first advantage is to obtain a dynamic
key, while another advantage is to obtain the text that needs to be decrypted with the same Key that
was generated in the encryption. The decryption of the text is not possible until the dynamic Key is
used, and any mechanism cannot obtain the dynamic Key.

5 Comparative Analysis

Different researchers have developed different cryptographic algorithms to secure cloud data. In
2019 [31], the researchers surveyed different papers and compared all the symmetric and asymmetric
algorithms used in these articles and discussed that the reliability and performance of the symmetric
algorithm are higher than that of the asymmetric algorithm. Instead of comparing different algo-
rithms, the attack rate can be reduced if all the best techniques are combined and an efficient algorithm
is developed, but the researchers only compared all algorithms, which is the flaw of this paper.

In 2020 [32], the Researcher proposed a Hill cipher algorithm in which encryption was done by
implementing the multiplication of Key numeric values with plain text numeric values using a standard
ASCII table. After that, the results of the Hill Cipher algorithm were implemented on the Strassen
algorithm to identify the time complexity. The drawback of this paper is that this Hill Cipher algorithm
is unreliable for broadcasting data over the network because such algorithms can be easily decrypted.

In 2021 [33], researchers collected various techniques from various papers and developed a Hill
cipher algorithm that includes a standard ASCII table, static Key, binary conversion, and complement
of each binary. This paper does not develop state-of-the-art techniques but uses techniques already
used to generate ciphertexts. Instead of using already existing techniques, the algorithm’s functionality
can be enhanced if the latest techniques are used in the algorithm, which is the drawback of this paper.

In 2021 [34], researchers developed a symmetric hill cipher encryption algorithm that encrypts
and decrypts data with the same Key. After encrypting the data, the data and the Key are uploaded
to the server. Instead of uploading the Key to the cloud server, an algorithm was developed in which
a key was obtained from each plain text, and one Key was uploaded to the cloud server, and the other
users had it. This paper’s drawback is that such an algorithm can reduce the cloud attack rate.

In 2022 [35], the Researcher modified the Hill cipher algorithm and introduced a newer algorithm
called the Hill cipher chain algorithm, which encrypted the primary text key. This algorithm was
developed to encrypt the primary Key only. Instead of encrypting only the primary Key, if an efficient
algorithm such developed that can encrypt every text data, then the algorithm’s reliability could be
increased, which is the drawback of this paper. A complete Comparative analysis of previous and
latest work is shown in Table 8.
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Table 8: Comparative analysis

Sr# 1 2 3 4 5 Proposed
work

References [31] [32] [33] [34] [35]
Year 2019 2020 2021 2021 2022
Proposed
algorithm

Comparison
between
symmetric and
asymmetric
algorithms

Hill cipher
algorithm

Hill cipher
algorithm

Hill cipher
algorithm

Hill cipher
chain
algorithm

Hill matrix
algorithm,
radix 64-bit
encryption

Novelty The efficiency
of a symmetric
algorithm is
higher than
that of an
asymmetric
algorithm.

Implement hill
cipher results
on the
Strassen
algorithm and
identify the
time
complexity

Used all
techniques
that can
protect data

Transmission
between
clients via a
cryptographic
key

Primary Key
encryption

Twice the
Ciphertext
of each
character,
Generated
a Key from
each text.

ASCII table Standard Standard Standard Standard Standard Customized
Encryption/
decryption
keys

E [0], D [0] E [0], D [0] E [0], D [0] E [0], D [0] E [0], D [0] E [0], D [2]

Research gap Instead of
comparing
algorithms,
developing the
latest
algorithm can
provide better
efficiency.

This hill
cipher
algorithm can
be easily
decrypted

No latest
technique has
been
developed in
this algorithm

Developing a
unique key
from each text
can provide
better
accuracy than
using a single
key.

Suitable for
primary key
encryption
only

Identified
all gaps

Proposed
paper solution

Radix-64-bit
encryption

The proposed
algorithm
ciphertext is
not easy to
decrypt

Radix 64-bit
encryption
made
Ciphertext
more than
Plaintext

Generate a
unique Key
from the hill
matrix
algorithm

Suitable for
every text.

All gaps are
resolved

Novelty of Proposed Work

Some researchers compared different techniques of different papers. Some researchers have
encrypted files with a key and uploaded the files to a cloud server. Some researchers have encrypted
data using the encryption Hill matrix formula. These algorithms can be used to encrypt data but
cannot provide secure and reliable protection between clients. If these algorithms are provided with
additional security or encrypted with a key that can only be used in the text from which it is created,
it will make it impossible for an attacker to obtain the Key of each text in the data. This will make
it difficult to decrypt the data. The advantage of deriving the Key from each encryption time text is
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that the data can be transmitted across the network in a reliable form. Various researchers [31–35]
developed different algorithms to secure data in which the length of the plaintext and the length of the
ciphertext was same. A static key was then used to secure the data, with the help of which the data was
encrypted and decrypted. In very few cases it happened that the values were the same in ciphertexts
obtained by different algorithms. It is very easy to implement a cryptanalysis algorithm on such a
ciphertext. When 95% of the ciphertext will be same and the resulting of ciphertext will dependent
on the derived key. The attacker will not be able to obtain the data, until the attacker has the key
that linked to the ciphertext, which is the novelty of paper. In this paper, an efficient cryptography
algorithm is developed for securing the cloud data, reducing the number of attacks if used on a cloud
server.

There are many advantages to using this algorithm to provide security to cloud data. First, a
customized ASCII table is developed. The reason for using a customized ASCII table instead of
a standard ASCII table is to prevent data from attackers and decryption. Whenever an attacker
converts Ciphertext to Plaintext, the attacker consistently implements the standard ASCII table on
the Ciphertext. If a customized ASCII table is used instead of the standard ASCII table, it is difficult
for the attacker to get the index number of the cipher values. Second, a Key is obtained from a Key
Generator. Then, the Key is XORed with values obtained from a customized ASCII table to make data
decryption impossible for an attacker. Third, a Radix-64-bit encryption mechanism that implements the
technique of splitting bits is developed. The most significant advantage of using radix-64-bit encryption
is that the number of cipher text is double that of the original text. When an attacker tries to decrypt the
cipher data, the attacker tries to decrypt each cipher value, but due to the Radix-64-bit algorithm, the
attacker will not be able to get the original data even if he uses a customized or standard ASCII table.
Fourthly, the Hill matrix algorithm is implemented on the Radix-64-bit algorithm. A key is obtained
from Plaintext with the help of the Hill matrix algorithm. The Key derived from each plain text will
work only up to that text. A plain text key will not work in other plain text, and each Key can be used
only in the exact Plaintext from which it is derived. When this algorithm is used for data transmission,
95% of the cipher text values will depend on “ ”, making it difficult for an attacker to derive the
actual values from the cipher values “ ” and when the same values are obtained repeatedly in the
cipher text, it will be impossible for an attacker to get the original data which is the novelty of this
paper. If this algorithm is used for data transmission, it will be impossible for an attacker to break the
security of each step, and it won’t be easy to obtain the Key from each text to decrypt the data.

6 Conclusion

After securing the cloud data and making comparisons with different papers, it is concluded that
cloud cryptography is a technique that can be used to protect data from attackers. If an attacker gains
access to the cloud server, it is necessary to decrypt that data to use the cloud data. Cloud data can only
be secure if the algorithm built for it is efficient and reliable. Whenever an attacker attacks cloud data,
there are two possible reasons. The first reason is using algorithms that can encrypt data, but these
algorithms do not have complete security mechanisms and can cause attacks on data. The second
reason is to decrypt the cipher text through the ASCII table. Whenever an attacker tries to decrypt the
cloud data, the attacker’s first attempt is to use the ASCII table, which can be helpful for the attacker.

In this paper, an algorithm has been developed to secure cloud data from which 95% of the text
obtained contains a symbol that cannot be easily understood or broken. To decrypt the data obtained
from the proposed algorithm, it is necessary to use the same key which has been used to encrypt the
data. The radix 64-bit algorithm is used to double the number of encrypted data from the number of
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original data. Whenever an attacker tries to decrypt the data, the attacker tries to decrypt each text
data but this data has no relation with the original data. Data is secured in different phases. If an
attacker develops a mechanism to decrypt the data, the attacker will not be able to break the security
of the data due to the presence of security mechanisms in each phase. If the algorithm developed in
this article is used for a real-time environment, it will be difficult for attackers to crack and understand
such techniques, providing a reliable environment for data transmission. If this algorithm is used to
secure the data and some more advanced features are added, every decryption step will be impossible
for the attacker.

In the future, the existing algorithm will be modified by adding some latest techniques to secure
the data further and broadcast it over the network. When an attacker tries to decrypt the data, the
data will be decrypted by the receiver public key, plain text generated Key and a static key, and the
number of cipher text will be tripled from the original number, which will be difficult for the attacker
to understand how many characters the original data contains. After that, the existing algorithm will
compare with the algorithm, and the performance of each algorithm will be measured. Then there will
be a discussion about which algorithm can provide better data transmission.
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