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ABSTRACT

Centralized storage and identity identification methods pose many risks, including hacker attacks, data misuse,
and single points of failure. Additionally, existing centralized identity management methods face interoperability
issues and rely on a single identity provider, leaving users without control over their identities. Therefore, this paper
proposes a mechanism for identity identification and data sharing based on decentralized identifiers. The scheme
utilizes blockchain technology to store the identifiers and data hashed on the chain to ensure permanent identity
recognition and data integrity. Data is stored on InterPlanetary File System (IPFS) to avoid the risk of single points
of failure and to enhance data persistence and availability. At the same time, compliance with World Wide Web
Consortium (W3C) standards for decentralized identifiers and verifiable credentials increases the mechanism’s
scalability and interoperability.
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1 Introduction

With the development of digitalization, more and more data are converted from physical paper
records to digital storage. The digitized data can often be shared by multiple entities. Therefore, how
to securely store and share data while ensuring privacy has become an important issue.

Currently, many traditional businesses still rely on centralized architectures to store and manage
identity data. Although centralized storage systems are easier to implement and manage, they also
increase the risk of data leakage, making them more susceptible to hacker attacks and leading to
large-scale data leaks. In 2018, Cambridge Analytica illegally obtained the personal data of Facebook
users through a psychological test application [1]. In 2019, Twitter allowed advertisers to access users’
email addresses and phone numbers for targeted advertising due to an internal error [2]. Additionally,
centralized systems often fail to provide a flexible, manageable, and scalable access mechanism and
limit the potential applications of such systems.
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Therefore, researchers have begun exploring decentralized identity management and data storage
solutions. Although early models of self-sovereign identity (SSI) gave users control over their identities,
but lacked a unified identity standard, leaving room for optimization in terms of scalability, interoper-
ability, and compatibility. To address this issue, the World Wide Web Consortium (W3C) proposed a
framework for verifiable credentials [3] in May 2017 and released DID 1.0 [4] in December 2019. The
emergence of this standard has made using decentralized identifiers (DIDs) to achieve self-sovereign
identity a new research direction.

The rationale behind using blockchain for data storage often revolves around its key features such
as decentralization, immutability, and transparency. We elaborate on each as follows:

Decentralization: Traditional data storage methods often rely on central servers or databases
controlled by a single entity. This centralized approach can be prone to single points of failure,
censorship, and data breaches. Blockchain, however, operates on a decentralized network of nodes,
where each participant holds a copy of the entire ledger. This distributes the control and responsibility
for data storage across the network, making it more resilient and secure.

Immutability: Once data is recorded on a blockchain, it becomes virtually impossible to alter
or delete without the consensus of the network participants. Each block in the chain contains a
cryptographic hash of the previous block, creating a tamper-evident record of transactions. This
immutability provides strong assurances about the integrity and authenticity of the stored data, which
is particularly valuable in scenarios where data tampering is a concern.

Transparency: Blockchain technology enables transparent and auditable data storage. All trans-
actions are recorded on a public ledger, and visible to anyone with access to the network. This trans-
parency fosters trust among participants by providing visibility into the history of data transactions
and ensuring accountability.

Security: Blockchain networks use cryptographic techniques to secure data and transactions.
Consensus mechanisms such as proof of work or proof of stake ensure that malicious actors cannot
easily manipulate the data or disrupt the network. Additionally, the distributed nature of blockchain
reduces the risk of data loss due to localized failures or cyberattacks.

Use Cases: Blockchain is particularly well-suited for applications where multiple parties need
to share and trust data without relying on a central authority. Examples include supply chain
management, identity verification, healthcare records management, and financial transactions.

While blockchain offers unique advantages for data storage, it is essential to acknowledge its
limitations and consider the suitability of alternative methods for specific use cases. Factors such as
scalability, energy consumption, and regulatory considerations may influence the decision to adopt
blockchain technology. Ultimately, the selection of a data storage solution should be guided by a
thorough assessment of the requirements, risks, and benefits involved.

In this paper, we propose a decentralized identity and data-sharing framework following the stan-
dards proposed by W3C. Through decentralized identifiers, the framework achieves de-identification
of identity data and increases scalability. Based on the distributed, public, and immutable nature of
blockchain [5], it ensures data integrity and availability. By storing data on InterPlanetary File System
(IPFS) [6] and only uploading the hash and corresponding DID to the chain, the framework effectively
reduces storage costs while ensuring data availability, validity, and correctness.
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2 Related Works

With the development of decentralized technology, there is an increasing implementation of digital
identity and data storage in a decentralized manner enhancing the autonomy of digital identity and
the security of data storage.

Naik et al. [7] proposed a decentralized framework using Ethereum [8] and smart contracts
for patient consent management, allowing patients to control their electronic health records and
addressing privacy, and data tampering issues in traditional centralized systems. However, storing
all identity data on the blockchain incurred high costs on the Ethereum blockchain and made it
challenging to implement large-scale data management.

Bhandari et al. [9] introduced a distributed medical healthcare record management system based
on blockchain technology to ensure the security and privacy of data sharing. Users register upon the
first access and store their identity data in the backend application. The access control is implemented
through smart contracts which enable users to securely access, store, and share patient medical records.
Moreover, this system utilizes IPFS to store documents, creating a permanent and decentralized
storage method. However, this model only distributes data storage, but users’ data is still controlled
by the central entity.

Otta et al. [10] proposed an identity management solution for Indian migrant workers Users
register their data, and the system creates a new user profile on the blockchain to store the user’s data
and identifier on the blockchain. It solves the identity identification issues faced by migrant workers
and provides them with a safer and more reliable identity management mechanism. However, this
approach to all personal information on the chain may lead to high costs, and the lack of standardized
identity identifiers prevents integration with other platforms or applications.

Wang et al. [11] proposed a method for health data sharing based on a hybrid blockchain forming
a consortium chain among health centers and research institutions for secure health data sharing.
However, this hybrid chain architecture’s construction and maintenance costs are high, and data can
only be shared within this consortium, resulting in poor scalability.

Moudoud et al. [12] proposed a blockchain architecture tailored for supply chain applications
involving distributed Internet of Things (IoT) entities. The proposed lightweight consensus, LC4IoT,
addresses the challenges of high delays and computational requirements. Extensive simulations
demonstrate its effectiveness in minimizing computational power, storage, and latency.

The Security Credential Management System (SCMS) [13] provides PKI (Public Key Infrastruc-
ture) for vehicular networking, safeguarding privacy through multiple PKI authorities, and Elector-
Based Root Management (EBRM). We introduce Blockchain-Based Root Management (BBRM) to
enhance decentralization and security, using blockchain to replace the Root Certificate Authority
(RCA) and manage elector network membership. Implemented on Hyperledger Fabric, BBRM
shows lightweight processing, efficient ledger size, and supports high transaction bandwidth. Our
experiments confirm BBRM’s suitability for root certificate generation and elector membership
control within SCMS. We also analyze how BBRM’s parameters impact scheme performance.

In 2021, Fan et al. [14] presented a comprehensive approach to enhancing the security of
decentralized applications (dApps) using blockchain technology. The proposed Generic Blockchain
Framework (GBF) leverages two blockchains: one to establish trust and another to secure the
applications. This dual blockchain setup aims to address fundamental questions regarding blockchain
objectives, participants, and consensus protocols. The paper’s application of the GBF to various case
studies demonstrates its effectiveness and versatility across different sectors, including supply chain,
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healthcare, banking, IoT, and networking. While the paper presents preliminary experimental results,
the use of two blockchains might introduce additional complexity and computational overhead,
potentially affecting the system’s efficiency and scalability. Although the GBF is designed to enhance
security, the interoperability and synchronization between multiple blockchains could introduce new
security vulnerabilities. Furthermore, while the GBF is designed as a general framework, different
applications have varied requirements and conditions. Consequently, a highly generalized framework
might not optimally meet the needs of specific applications or could perform suboptimally in particular
scenarios.

Existing research shows that decentralized technologies are becoming important elements in
improving digital identities and data storage. These applications not only enhance data security and
privacy protection but also system reliability. However, there is still room for further optimization in
terms of costs, identity standardization, and scalability.

3 System Model and Design

This paper proposes a system architecture based on DID to achieve SSI [15,16] and data sharing.
Users can create a DID and store their shareable data and identity information in a decentralized
system which reduces reliance on centralized organizations or institutions. Users can control access
rights to their data. The system architecture consists of three main functions detailed in the subsections.

3.1 Creating DID
Creating a DID is a crucial first step in establishing a user’s digital identity for data storage

and sharing. Once a user creates a DID, it is registered on the blockchain through a smart contract,
ensuring that the identifier can be accessed and verified by anyone through the decentralized network.

The DID creation process, as shown in Fig. 1, involves the following steps:

1. Creates DID: The user initiates the creation of a DID. The system generates a new DID
along with a corresponding DID document. This document includes the DID’s public key
and identity verification methods.

2. Store DID Document on IPFS: The generated DID document is stored on IPFS, a decentral-
ized storage system.

3. Retrieve Hash Value from IPFS: After successfully storing on IPFS, the corresponding hash
value for the DID document is retrieved. This hash value is utilized to verify data integrity and
locate the data within IPFS.

4. Record Data On-Chain: To conserve transaction costs (gas), only the DID and the hash value
of the DID document are recorded on the blockchain. This step ensures that the DID and the
hash are permanently recorded in the blockchain to sustain the usability of the identifier and
the integrity of the associated identity data.

3.2 Storing Data
Once a user has a DID for identity verification, he/she can store data on the IPFS. The data could

be personal medical records, proof of asset ownership, certificates, or any other information the user
wishes to share with third parties. After storing the data on IPFS, the corresponding hash value of
the data and the user’s DID are recorded on the blockchain through a smart contract. This process
ensures the integrity and the ownership of the data. The steps for storing data can refer to the process
in Fig. 2 and are described as follows:
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1. Stores Data on IPFS: The user uploads their data to IPFS.

2. Retrieve Hash Value from IPFS: After successfully stored data, the user can retrieve the hash
value corresponding to the data on IPFS. The hash value is used to ensure data integrity and
to locate a specific data.

3. Upload Data On-Chain: Using a smart contract, the data’s hash value, and the user’s DID are
uploaded to the blockchain.

Figure 1: DID creation process

Figure 2: Data storing process

3.3 Sharing Data
The process of data sharing involves three key parts of actions. A data requester first obtains

authorization from the data owner to access data stored on IPFS. A Verifiable Credential (VC) is then
used to verify the identity of the data requester. If the credentials are validated, the requester is granted
with permission to access the data. The data-sharing process is depicted in Fig. 3 and can be outlined
as follows:

1. Issue Data Request: A data requester (such as hospitals, research institutions, etc.) submits a
data request to the data owner and provides a VC.
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2. Retrieve DID Document’s Hash Value: Upon receiving the credentials, the data owner retrieves
the hash value of the credential issuer’s DID document from the blockchain.

3. Retrieve the Public Key: By using the hash value of the DID document, the data owner locates
the DID document and obtains the public key of the credential issuer.

4. Validate the Requester’s Credentials: The data owner uses the public key of the credential issuer
to verify the validity of the requester’s credentials. If the credentials are valid, the requester is
authorized to access the data.

5. Retrieve Data by Requester: The requester can then retrieve the data from IPFS.

Figure 3: Sharing data sharing process

In the context of data sharing using smart contracts and verifiable credentials, we use two
algorithms.

In Algorithm 1, the data requester provides his/her credentials UVC, Udid, and the specific data
he/she is requesting to the data owner. The data owner uses the issuer’s public key Issuerkey to verify
the validity of the requester’s credentials. If the credentials are verified to be valid, the data owner
authorizes the requester to access the requested data.

Algorithm 1: Access Authorization
Input: UVC, Udid, DataHash
1 signatureHex := UVC.proof .jws
2 vp := UVC − UVC.proof
3 ddoHash := getDdoHash(UVC.issuer.id)

4 Issuerkey := getDDO(ddoHash)

5 Auth := Issuerkey.verify(vp, signatureHex)

6 if (Auth = True):
(Continued)
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Algorithm 1 (continued)
7 Set (Udid) → Access
8 else
9 return
′Signature is NOT valid. VC verification failed.′

Here is a detailed description of each step in the algorithm:

1. signatureHex := UVC.proof.jws

Extract the JSON Web Signature (JWS) from the proof section of the verifiable credential (UVC).
This signature is stored in the variable signatureHex.

2. vp := UVC – UVC.proof

Create a variable vp that holds the verifiable credential (UVC) data without its proof section. This
step effectively separates the credential’s core data from its signature.

3. ddoHash := getDdoHash(U_VC.issuer.id)

Obtain the hash of the DID (Decentralized Identifier) document associated with the issuer of
the verifiable credential. The issuer’s ID is retrieved from the issuer.id field in UVC, and the hash is
generated using the getDdoHash function.

4. Issuer_key := getDDO(ddoHash)

Retrieve the issuer’s public key using the hash of the DID document obtained in the previous step.
The function getDDO fetches the DID document based on the provided hash, and the issuer’s public
key is extracted from this document.

5. Auth := Issuer_key.verify(vp, signatureHex)

Verify the extracted verifiable credential data (vp) against the provided signature (signatureHex)
using the issuer’s public key. This step ensures that the data has not been tampered with and that it
was indeed signed by the issuer.

6. if (Auth == True):

If the signature verification is successful (i.e., Auth is True):

7. Set (Udid) → Access

Grant access to the DID (Udid). This step typically involves setting permissions or providing access
rights based on the validated credential.

8. else:

If the signature verification fails (i.e., Auth is False):

9. return ‘Signature is NOT valid. VC verification failed.’

Return a message indicating that the signature is not valid and that the verification of the verifiable
credential has failed.

The Algorithm 1 is designed to verify the authenticity of a verifiable credential by (1) Extracting
the signature from the credential, (2) Separating the core data from the signature, (3) Retrieving the
issuer’s public key using the issuer’s DID, (4) Verifying the core data against the signature using the
public key, and (5) Granting access if the verification is successful, or returning an error message if it
fails.
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This process ensures that the verifiable credential has been issued by the claimed issuer and that
its contents have not been altered.

In Algorithm 2, the smart contract assesses whether the data requester has the necessary
permissions to access the data. If the requester is authorized, they can download the data from IPFS
using the data’s hash DataHash. This algorithm provides the processes for issuing credentials and
controlling access to a specific data resource (DataHash) based on user permissions (Udid). Here is the
detailed explanation of each step:

Algorithm 2: Issue Credential
Input: Udid, DataHash
1 for i < AccessList.length do
2 if (Udid = AccessList):
3 Auth := True
4 else
5 Auth := False
6 if (Auth = True):
7 allowDownload(DataHash)

8 else
9 return ‘You do not have permission to access this file.’

1. for i < AccessList.length do

Iterate over each item in the AccessList. This list presumably contains identifiers of users who have
permission to access the resource.

2. if (Udid = AccessList[i])

Check if the current item in the AccessList matches the Udid of the user requesting access.

3. Auth := True

If a match is found, set the Auth variable to True, indicating that the user is authorized to access
the resource.

4. else

If the current item in the AccessList does not match the Udid:

5. Auth := False

Set the Auth variable to False. This means that the user is not authorized based on the current
item in the list. The loop will continue to check the next item in the AccessList.

6. if (Auth = True):

After checking all items in the AccessList, if Auth is True (indicating that the user’s identifier was
found in the list):

7. allowDownload(DataHash)

Allow the user to download the data associated with DataHash. This could involve setting
appropriate permissions or initiating the download process.

8. else:

If Auth is False after checking the entire AccessList (indicating that the user’s identifier was not
found in the list):
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9. return ‘You do not have permission to access this file.’

Return a message indicating that the user does not have the necessary permissions to access the
requested file.

The Algorithm 2 is designed to control access to a resource based on a list of authorized users.
It works as follows (1) Iterate through the list of authorized users, (2) Check if the requesting user’s
identifier (Udid) matches any entry in the AccessList, (3) If a match is found, authorize the user to
access the resource, and (4) If no match is found after checking the entire list, deny access and return
an error message.

This ensures that only users whose identifiers are present in the AccessList can access the specified
data, maintaining controlled access to sensitive or restricted resources.

4 System Implementation

This section presents the tools, and function libraries utilized in the implementation process, along
with pertinent implementation outcomes.

4.1 Tools and Environment
Table 1 shows the tools and function libraries used in the implementation. Remix is used as the

development platform for smart contracts. Remix is an online Integrated Development Environment
(IDE) designed for developing Ethereum smart contracts.

Table 1: Tools and environment

Tools Use

Remix Smart contract development platform
Ether.js A JavaScript library for the Ethereum blockchain, used to establish various

interactions with smart contracts and the blockchain
Infura Get a node connected to Ethereum

Remix offers the following functionalities and features that enable developers to easily create, test,
and deploy Ethereum smart contracts:

• Online Editor: Remix features an online code editor that allows developers to edit smart
contracts directly in the browser. Developers can also use commands to link to local folders
for development. This eliminates the need to set up a local development environment, enabling
a quick start on smart contract development. By entering the command ‘remixd -s [project path]
–remix-ide’, developers can access local folders through Remix for development.

• Solidity Compiler: Remix uses the Solidity compiler to compile smart contract code and
provides the compiled ABI (Application Binary Interface) and Bytecode.

• Integration and Extensibility: Remix can be integrated with other Ethereum tools and services
and supports various Ethereum test networks.

• Instant Deployment: Smart contracts can be quickly deployed to Ethereum test networks or
the mainnet using Remix. The deployed contract address and transactions can be viewed, and
in this research, the contracts are deployed using Remix connected to Sepolia.
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Ether.js is a JavaScript library for the Ethereum blockchain, providing developers with the
necessary tools and functionalities to facilitate interactions with Ethereum smart contracts and the
Ethereum blockchain. Ether.js offers a streamlined and efficient way for developers to integrate
blockchain functionality into their projects. As of the latest update, ether.js has reached version 6.9.1.
Ether.js is composed of three main modules:

• Provider: This module connects to the Ethereum blockchain. Through the provider, one can
query the state of the blockchain, retrieve block information, and access other blockchain-
related data. It acts as a gateway to read information from the Ethereum network.

• Signer: Responsible for creating and managing Ethereum transactions and signatures. It signs
transactions, enabling users to send Ethereum transactions such as transferring Ether, executing
smart contract functions, etc. The Signer module plays a crucial role in the security and
execution of transactions on the Ethereum network.

Contract: Used for interacting with Ethereum smart contracts. This module represents a specific
smart contract, allowing the invocation of functions defined in the contract and triggering contract
events. It serves as an interface for developers to interact with and execute operations defined in smart
contracts.

Before interacting with smart contracts, a system needs to connect to an Ethereum network node
to execute transactions, query the blockchain state, and interact with smart contracts. Infura is a
provider node service that offers Ethereum node services, allowing developers to access the Ethereum
network through specific interfaces such as APIs without the need to set up a full node themselves.
This service simplifies the process for developers, especially those who may not have the resources or
expertise to maintain their own Ethereum node.

4.2 DID Document and Smart Contract
The identity of a DID is reliant on a DID document. By the specifications laid out by the W3C,

DID documents associated with a DID are designed. These documents are typically JSON-LD files
that define the DID and provide the necessary data for identity verification. This allows other entities
to confirm the DID’s validity and its owner’s identity.

The smart contract plays a crucial role and comprises two main parts:

• Recording and Querying of DID, DID Document, and Data Hash: This part of the smart
contract involves uploading the DID, its corresponding document, and the hash value of the
stored data to the blockchain. It also includes the functionality for querying these details. This
ensures that the data and identity are securely stored and retrievable on the blockchain.

• Control of Data Access: This part manages the permissions for accessing the data. It controls
who can access the data based on verifications and criteria defined within the contract.

In the context of data sharing, the thesis employs the W3C’s Verifiable Credentials standard. These
credentials are formatted as JSON-LD (JavaScript Object Notation for Linked Data) documents and
serve to prove certain facts about the DID that possesses the credential. This verifiable certificate can
prove that the did is a researcher of a certain research lab. The data owner verifies the validity of this
certificate through the issuer’s public key, and if the certificate is valid, the data owner authorizes the
requester to have access to the data.
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5 System Analysis
5.1 Comparative Analysis with Other Related Literatures

As shown in Table 2, our proposed method is compared with related literature in various aspects,
such as technology, digital identity category, application range, scalability, development cost, storage
cost, integrity, and the risk of loss.

Table 2: Comparative analysis

Methos Naik et al. [7] Bhandari et al. [9] Wang et al. [11] Our method

Technology Ethereum
blockchain

IPFS with
Ethereum
blockchain

XuperChain IPFS with
Ethereum
blockchain

Identity Decentralized
identity

Centralized
identity

Federated identity Decentralized
identity

Application range Health records Health records Health data
sharing

Various data
types including
health records,
financial data,
IoT data, and
more

Scalability Medium Medium Low High
Development cost Medium Medium High Medium
Storage cost High Medium Medium Medium
Integrity High High High High
The risk of data
loss

Low Low Medium Low

Different from other methods, our method adopts IPFS with Ethereum blockchain and decen-
tralized identity in terms of technology and identity. In terms of application range, Naik et al. [7]
focused on managing and storing health records, ensuring patient data is secure and easily accessible
within the healthcare industry. Bhandari et al. [9] concentrated on health records with a centralized
identity system, suitable for institutions where centralized control and quick access are priorities.
Wang et al. [11] emphasized health data sharing among various entities, facilitating data exchange and
collaboration within healthcare networks. Our method designed for a broad range of applications,
including health records, financial data, IoT data, and more. This versatility makes it suitable for
multiple industries requiring secure, scalable, and cost-effective data management solutions.

Scalability stands as a pivotal consideration when selecting a DID (Decentralized Identity) system.
Decentralization offers unparalleled scalability and flexibility, whereas consortium chains lag in both
aspects compared to public chains, rendering them less scalable.

Concerning development costs, utilizing a consortium chain proves more expensive, necessitating
a more intricate setup, management, and maintenance. Consequently, the third option is costlier to
develop. Conversely, leveraging a public chain is more cost-effective since there is no need to construct
and maintain an underlying blockchain network.
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In terms of storage costs, blockchain storage incurs higher expenses due to transaction fees. Hence,
the first option is pricier to store. Cloud server storage costs less and varies mainly based on service
providers and usage volumes. IPFS storage boasts the lowest costs and mitigates reliance on centralized
systems.

Blockchain’s immutability ensures data integrity. Finally, regarding the risk of data loss, consor-
tium blockchain systems typically store data in a limited number of nodes. While this boosts efficiency
and privacy, it raises the risk of data loss if nodes fail or fall victim to attacks. Therefore, the third
method carries a higher risk of data loss.

The proposed system architecture stores data on IPFS, uploading only hashes to the chain to
maintain data immutability while circumventing the costly transaction fees of uploading all data to the
chain. Moreover, employing standard-compliant decentralized identities and implementing them on
the widely used Ethereum chain markedly enhances digital identity scalability. Public chains also entail
lower development costs than consortium chains. With our average upload time to IPFS standing at
24 s per transaction, and considering the average transaction fee of 0.003788 Eth, this information can
provide valuable reference for future planning and scheduling work.

Additionally, exploring external storage mechanisms for IPFS beyond the blockchain can provide
insights into alternative approaches for decentralized data storage and retrieval. The InterPlanetary
File System (IPFS) is a peer-to-peer protocol designed to facilitate decentralized file storage and
sharing. While IPFS itself is not a blockchain, it can be used in conjunction with blockchain technology
to enhance data storage and retrieval. IPFS stores data in a distributed manner across a network of
nodes, offering benefits such as content addressing, deduplication, and resilience against censorship.

External storage mechanisms for IPFS apart from the blockchain do exist. For example, IPFS
can be integrated with traditional cloud storage solutions, such as Amazon S3 or Google Cloud
Storage, to provide decentralized access to stored data. Additionally, IPFS can be used in conjunction
with distributed storage networks like Filecoin, which incentivize users to contribute storage space in
exchange for cryptocurrency rewards. These external storage options offer flexibility and scalability for
IPFS-based applications, enabling developers to tailor their storage solutions to specific requirements
and constraints.

5.2 Security and Availability Analysis
The implementation of blockchain technology, distributed storage, and self-sovereign identity

(SSI) management in this paper enhances security, privacy, and availability:

• Security and Privacy Self-Sovereignty: Decentralized identity allows users to own and control
their personal identity data, reducing reliance on centralized organizations. It minimizes the
risk of data breaches and misuse.

• Verifiability and Transparency: DID, once registered on the blockchain, is accessible and
verifiable by anyone. The immutability of blockchain guarantees the integrity and accuracy
of the data.

• Scalability and Compatibility: The DID design is based on W3C standards to ensure interop-
erability and cross-system/cross-platform identity verification. Users can use the same identity
across multiple platforms and services without the necessity to create and manage individual
identity separately which enhances user convenience.

• Persistence and Availability: Blockchain-based identities are persistent and unalterable once
they are recorded to ensure long-term reliability. The decentralized nature of IPFS avoids single
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points of failure, thus enhancing data availability. Even if some nodes fail, the data remains
accessible and ensure consistent service.

6 Conclusion

In this paper, we propose a framework using SSI and data sharing based on DID and VC. This
architecture allows users to create their own identity identifiers to store and control their sharable data,
thereby enhancing users’ privacy and their controls over data access rights.

Utilizing internationally standardized decentralized identifiers enables the de-identification of
identity data and increases the scalability of the system. This decentralized identity recognition hands
back the control of the personal identity to users themselves, allowing them to freely authenticate and
exchange data with other entities while protecting their privacy and data security.

Based on the characteristics of blockchain technology, such as immutability, decentralization,
traceability, and transparency, our framework effectively enhances the scalability of the system and the
integrity of the data. The system stores DID documents and data to be shared on IPFS by uploading
only the hash and corresponding DID to the blockchain. This approach significantly reduces storage
costs while ensuring the availability, validity, and accuracy of the data.

Our proposed framework offers greater scalability, usability, and security than other related
literature. The application range of DID is extensive as well. The DID framework is not only applicable
to data sharing as described in the paper but also can be further extended to other applications in Web3
in the future.

Our experimentation with the Ethereum public blockchain highlighted challenges such as slow
transaction speeds and high fees. Despite these limitations, our proposed framework’s significance
remains undiminished. While still in its academic research phase, we are optimistic about the potential
for more efficient public blockchains to support our mechanism in the future. We appreciate feedback
and are committed to refining our research to address these concerns.
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